**Two Pointers**

**Introduction**

In problems where we deal with sorted arrays (or LinkedLists) and need to find a set of elements that fulfill certain constraints, the Two Pointers approach becomes quite useful. The set of elements could be a pair, a triplet or even a subarray. For example, take a look at the following problem:

Given an array of sorted numbers and a target sum, find a pair in the array whose sum is equal to the given target.

To solve this problem, we can consider each element one by one (pointed out by the first pointer) and iterate through the remaining elements (pointed out by the second pointer) to find a pair with the given sum. The time complexity of this algorithm will be O(N^2)*O*(*N*​2​​) where ‘N’ is the number of elements in the input array.

Given that the input array is sorted, an efficient way would be to start with one pointer in the beginning and another pointer at the end. At every step, we will see if the numbers pointed by the two pointers add up to the target sum. If they do not, we will do one of two things:

1. If the sum of the two numbers pointed by the two pointers is greater than the target sum, this means that we need a pair with a smaller sum. So, to try more pairs, we can decrement the end-pointer.
2. If the sum of the two numbers pointed by the two pointers is smaller than the target sum, this means that we need a pair with a larger sum. So, to try more pairs, we can increment the start-pointer.

Here is the visual representation of this algorithm:
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The time complexity of the above algorithm will be *O*(*N*).

# Pair with Target Sum

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#problem-statement)

Given an array of sorted numbers and a target sum, find a **pair in the array whose sum is equal to the given target**.

Write a function to return the indices of the two numbers (i.e. the pair) such that they add up to the given target.

**Example 1:**

Input: [1, 2, 3, 4, 6], target=6  
Output: [1, 3]  
Explanation: The numbers at index 1 and 3 add up to 6: 2+4=6

**Example 2:**

Input: [2, 5, 9, 11], target=11  
Output: [0, 2]  
Explanation: The numbers at index 0 and 2 add up to 11: 2+9=11

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#solution)

Since the given array is sorted, a brute-force solution could be to iterate through the array, taking one number at a time and searching for the second number through **Binary Search**. The time complexity of this algorithm will be O(N\*logN). Can we do better than this?

We can follow the **Two Pointers** approach. We will start with one pointer pointing to the beginning of the array and another pointing at the end. At every step, we will see if the numbers pointed by the two pointers add up to the target sum. If they do, we have found our pair; otherwise, we will do one of two things:

1. If the sum of the two numbers pointed by the two pointers is greater than the target sum, this means that we need a pair with a smaller sum. So, to try more pairs, we can decrement the end-pointer.
2. If the sum of the two numbers pointed by the two pointers is smaller than the target sum, this means that we need a pair with a larger sum. So, to try more pairs, we can increment the start-pointer.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#code)

class PairWithTargetSum {

  public static int[] search(int[] arr, int targetSum) {

    int left = 0, right = arr.length - 1;

    while (left < right) {

      int currentSum = arr[left] + arr[right];

      if (currentSum == targetSum)

        return new int[] { left, right }; // found the pair

      if (targetSum > currentSum)

        left++; // we need a pair with a bigger sum

      else

        right--; // we need a pair with a smaller sum

    }

    return new int[] { -1, -1 };

  }

  public static void main(String[] args) {

    int[] result = PairWithTargetSum.search(new int[] { 1, 2, 3, 4, 6 }, 6);

    System.out.println("Pair with target sum: [" + result[0] + ", " + result[1] + "]");

    result = PairWithTargetSum.search(new int[] { 2, 5, 9, 11 }, 11);

    System.out.println("Pair with target sum: [" + result[0] + ", " + result[1] + "]");

  }

}

#### Time Complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#time-complexity)

The time complexity of the above algorithm will be O(N), where ‘N’ is the total number of elements in the given array.

#### Space Complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#space-complexity)

The algorithm runs in constant space O(1).

### An Alternate approach [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#an-alternate-approach)

Instead of using a two-pointer or a binary search approach, we can utilize a **HashTable** to search for the required pair. We can iterate through the array one number at a time. Let’s say during our iteration we are at number ‘X’, so we need to find ‘Y’ such that “X + Y == Target*X*+*Y*==*Target*”. We will do two things here:

1. Search for ‘Y’ (which is equivalent to “Target - X*Target*−*X*”) in the **HashTable**. If it is there, we have found the required pair.
2. Otherwise, insert “X” in the **HashTable**, so that we can search it for the later numbers.

import java.util.HashMap;

class PairWithTargetSum {

  public static int[] search(int[] arr, int targetSum) {

    HashMap<Integer, Integer> nums = new HashMap<>(); // to store numbers and their indices

    for (int i = 0; i < arr.length; i++) {

      if (nums.containsKey(targetSum - arr[i]))

        return new int[] { nums.get(targetSum - arr[i]), i };

      else

        nums.put(arr[i], i); // put the number and its index in the map

    }

    return new int[] { -1, -1 }; // pair not found

  }

  public static void main(String[] args) {

    int[] result = PairWithTargetSum.search(new int[] { 1, 2, 3, 4, 6 }, 6);

    System.out.println("Pair with target sum: [" + result[0] + ", " + result[1] + "]");

    result = PairWithTargetSum.search(new int[] { 2, 5, 9, 11 }, 11);

    System.out.println("Pair with target sum: [" + result[0] + ", " + result[1] + "]");

  }

}

#### Time Complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#time-complexity-2)

The time complexity of the above algorithm will be O(N), where ‘N’ is the total number of elements in the given array.

#### Space Complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xog6q15W9GP#space-complexity-2)

The space complexity will also be O(N), as, in the worst case, we will be pushing ‘N’ numbers in the **HashTable**.

# Remove Duplicates

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mEEA22L5mNA#problem-statement)

Given an array of sorted numbers, **remove all duplicates** from it. You should **not use any extra space**; after removing the duplicates in-place return the length of the subarray that has no duplicate in it.

**Example 1:**

Input: [2, 3, 3, 3, 6, 9, 9]  
Output: 4  
Explanation: The first four elements after removing the duplicates will be [2, 3, 6, 9].

**Example 2:**

Input: [2, 2, 2, 11]  
Output: 2  
Explanation: The first two elements after removing the duplicates will be [2, 11].

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mEEA22L5mNA#solution)

In this problem, we need to remove the duplicates in-place such that the resultant length of the array remains sorted. As the input array is sorted, therefore, one way to do this is to shift the elements left whenever we encounter duplicates. In other words, we will keep one pointer for iterating the array and one pointer for placing the next non-duplicate number. So our algorithm will be to iterate the array and whenever we see a non-duplicate number we move it next to the last non-duplicate number we’ve seen.

Here is the visual representation of this algorithm for Example-1:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAuQAAAMdCAIAAABcLPRXAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAA3aRJREFUeF7snQ1cVFX+/79sbdpuGW7WDoXp+LAGvx4c2zYGt1RY2YS11kFMmdVS0NIhMyH9JYiKg4WCmYKUgmY2Y4mMJcvQ4jJmrgM9MW71B1uFYTeK2dX9wWItuNbyP/cODDPDgAMMcy/M5754+YKZc77nc97nynz4nofr19bWRrhAAARAAARAAARAQKwEfiBWYdAFAiAAAiAAAiAAAhwBmBXcByAAAiAAAiAAAqImALMi6uGBOBAAARAAARAAAZgV3AMgAAIgAAIgAAKiJgCzIurhgTgQAAEQAAEQAAGYFdwDIAACIAACIAACoiYAsyLq4YE4EAABEAABEAABmBXcAyAAAiAAAiAAAqImALMi6uGBOBAAARAAARAAAZgV3AMgAAIgAAIgAAKiJgCzIurhgTgQAAEQAAEQAAGYFdwDIAACIAACIAACoiYAsyLq4YE4EAABEAABEAABmBXcAyAAAiAAAiAAAqImALMi6uGBOBAAARAAARAAAZgV3AMgAAIgAAIgAAKiJgCzIurhgTgQAAEQAAEQAAGYFdwDIAACIAACIAACoiYAsyLq4YE4EAABEAABEAABmBXcAyAgfgIW7Tw/P7/0ckel5Zv9/DY7veZuXywV5RZ3y6IcCIAACAhMAGZF4AFA8yDgNoGUzEOeMRiWQ9EB281ut4uCIAACICAwAZgVgQcAzYOAmwQUMQpdrEpb72ZxFAMBEACBoUMAZmXojCV6MsQJzMkxpumUq7XdZFesU0XWq33CiGVQuB8q2sFw00Z+6b9naZVYHRUoA/yiYX2G+D2D7oHAUCEAszJURhL98AEC8vVGdYFS5WIyqDzdL6BwTkMbfzVoK0N5vyJZUGhMoxQ5710q0kNTFZovk3+zoLBBq6AYTUNbYWygD1BDF0EABAY/AZiVwT+G6IEPEZAnl6tdTAZVGFJiNDkLJFYSkgU5mpj2BS6cv6GUzM3p0fIUhTYH7sSHbhZ0FQSGEAGYlSE0mOiKLxAISe46GWQxV/LTOrYrQFlgY8H7m9QUnZ2b8QVO6CMIgMBQIgCzMpRGE33xCQJdJ4PM53X8tI7DVdiRaOGsDLsKzNj/4xP3BzoJAkORAMzKUBxV9GmIE5DHabmdQZmftfdTOkHRrRep16pidQqtkU0Mhfb1UJYhjhPdAwEQED0BmBXRDxEEgkAXAvyqFJ2uY65HsiCJLUzp9CL1WrYLiN8EZNGuVurSjIUL5LHbNYrUUOvOIIl0ChItuK1AAAQGEQGYlUEyWBZD+n5Th1a29YNdoVlnXIh32q3a/+7x+12droDgsOiEXXpzU//D20fgN9/Oa9+ay7frub21DgA9K1uQaBLOfHS2LE9uM6pTQ9vHabRySnlbcgiVb2aLV9TG9XKuYGBsjlaRIueRhoRx5sZuV7MgfUCjIAACIOAmAZgVN0EJW6w8PSA8pb7VUUR50vIsm38ZaH2RyzMzt9q+lKEtppyVUePuj9fVDXTLHonvEqBHInsniCT2cJttDUp7k4GxhWyNitWIcBfzK50XcyrcS+vZK8m2Emwnc1v7duX2wtZiuEAABEBA5ARgVkQ+QD3Kq0hK2eulRZOhixITn7N9ZeaV1zaWJsvP50cvSDc5mSgPEeU/aHEQiIdoIgwIgAAIDGYCMCuDdvRmxsaGkH5ZkrZOmC74z1Rr9kRSRUrKIS8ZJmH6iVZBAARAAASEJgCz4okR6FjPaDmRFS8fx60bmBgav81g+c4huOVETsIjwfxhGONCl6TrztoyEub8SOc1KOZD3LEZUSxxUsEWqISmsEj8ioRo2+ml/lEp25JlpFOu0V7FLFw05a+JDp3INRxwd1TCLnth/DIRtknEYshaEspLZ9qyDO49L086Jy6OSF9ifX6vw4qT9p7zZDo0txeoPqtNsnJglDbrqr9xPQRd16w0fa5L7xRpD5CoqVq3OT7cCp/1Qc6W1JQ3WQN3B5CvYoelo7wn7gjEAAEQAAEQ8CABmBWPwazcrZQtM0pXZpcZCrNnXF+8Jly2Ut/+eUmt5S+Ey8IS9MOVWfqyMl1icF12dFBYeoXVr0jjduZFUnnSuvx221GnTYrVWmI02UulNEFRZshmnoCWsshlKQ/62xSP/GVKznoZFSSmFHRvLuq0yrunxB+l0HWFZYbirHnD9SvDZYosk71F+CxbKYs3ShOyDWWFO8OuL0kKlyXoL7pBZpRMPpMd4FFZ5f5M0LnsuBmJJokqh7W1LMCQGh08062JJObegu6Ozq4LTtTxAKtTomdE5ZzhRV7UJ9wfHL27QbYskyEq0+UpRrMlNaGRL/FLelwCrNPFc1XMwSttWEKDFl3N9rmBBEVAAARAAAQ8TsCPrQvweFCfC8jyB6OVOkmsplwTO9ba+ybdkpHR+1XFjdmRzF2cyQqVJbWuNxrT5MPb6Zi188YpTyWXmdVh/EvmvVHjlukV2obCBS38W/bR2Paf0JQ0Y8dqSv5HdgjY4VjJN4akieFZpCr+LDtyFBeH7QZij6lT85tBWNT8yHHxJvtQ1FSSFBSZJd1eaXxWxqdD2IYRSSw7h2OBtF360fiRinzVscbs2ZwxYhmO0FTqCOg0ttbq7IkzbHEJ/z3xqmyleDLEdYq9Zi1M8jSjYX07h9bjSdKIrCn7aosXs9YdIvDtWiMzO6KLvyU6P0ZTezi2XaW147MKG/cpGg/FK1MrowsqEyfbGq7OiQhO+Exd2cCST1wnHAE26VcEReWGasyFHeNFrX9KCX0wPaBdSU+38HvvvXfy5EmP3OT+/v6TJ3Oix4wZM3Zs+63T/8j79u1rbeX842OPPXbzzTf3PyAigAAIgIDABBwPvcRPfSLwJb+J9LmyFrvata+z19hnLfeSMY19VLd/byvSUprIKiWW2irV5s1iJ2CoMreyisw91NoFY493IWJmpf3if+w4sbTxmIpFlywvbmx/iB2nhXkL7jJlso/qsD32odirtXksHSJRV/LPvNPEcCocpJu57jDbZG2NPQmvM2AXPMb17E1r1/hQTueo8mQ6QrlqyypmcmanmI4IfLvt0JgB4hRbO2WjkCYNmpFcdsn1kPHV1R3IHAHyqiSdPK0ReCUz85xgdY2+YcOGgfhPy4zLb3/729dee811f3rzan5+vlXhxYsXe1MPZUEABEBApAQwDeSxzx1ZwMiOrAkX8/pr2T/mBm4yxWL+jE3TjGw8ZzCc6Pwy1lMQkamuoUMBPxlkyUlao5MszMnqyHNcVZ//bHX+coklN0593HkyxnKukk2EyIPakxG2hoIfZKIqq9l5G9ZrsqN0TjmZLTZhPUiwmM9eVaBjgZgpwfaYSMqJOVNp7nGVjPmslihU6viIYPn62iqDOuyGjvitTZaz5YYTuvxtKQnzQpWp3QurN+uIgq802A+H4UR1kz/R8Wqz+1Navex6z8WbmprefvvtJ554QiqVsm88GhvBQAAEQGBwE4BZ8dj4SSUBXWKZ+GS82cydNJqfEBYebv+1JKuayGCx+5SeEKaYw8WY8qCscybl6gL9I9flxEosWWvU5U6LVb/jmudtU4/XxAAX0r9x50O7paWJRQ5yshE9NXan1FXXWlsdFyNfTbHT+03l26LHXT8yICg0PCw65fXy1rFxcUu7jWF9Vo5hc7TDcIRFJXHDZLZcbbHOxo0bPfinh8lkOnHixP79+x9//PGbbrqJKairq5szZ87ixYuZfeklBxQHARAAgaFJAGbFC+MqkTIL0j7T0eVjrvNQLzIfTIo/KpFOkPR6Q3KgQs0mj86kJ75U3mjfoWu5JEZLv3xAj3zqy/XH2dRPsFPqprNOK29m7K+zXXIoV9jbAf62BEnvB8T0UmQoS0c9X1jV0Mgm1Ro+K8vbqpT7dxtIMpqltIgtynHlObx9sgtbszJ9+nSWUGETQMymvPTSS1bLwn5kfqX3MFADBEAABIYgAZgVLwxqgGQCm+kwdk678G2ytaUBd4cnFXV8mrMdQIu4CSDjCZYmcWNDsqNw6cJMtmSkPDVRXdJpDyQTp7A1K/qPnM65NVedYks2pgQ5zqr0AYSpIJvNp8QtiOxMljS1tNgFajVXG5zinnJ69q+5qoKtFJEFde8tWADuQX1kNNvmrfiY5oPR4+TK/LMmw+vlRMlZWxRBEv+OKaYG85nuOySRhhEVnmGJLfvLnB8xLvSRHK8dCtxVH1u2smrVKraA995772XvssmgHTt29GFcUAUEQAAEhhgBmBUvDOjwUIWaHYiSucfQ6SO+M+WkZlk+l4a2ZwDM2jVKHSmy0hQSa5qkQJl00PH8FC4D0cMljd3C7X/WHrSzB5MVqllk2pppf3BcU0lOynGSrY7kt8n0/bKUpKhWl1NIpmqO1Wj4S8ayNR/lps5pFLPuoMa5AUt2tt0hclYxisVR3eZm+PqSmco4smTvtt9abDYc0plbp0y509//FlakqdFuCqzpaBYLS9TYYj+XZQM4ISouhiypmfl1neosXBVz64Oh/cTSd6AdNVmuhdkUa35l06ZNmAzqP1JEAAEQGPQEPDj77ruhHPa8tGNo0NrtymlrYZuW2b0ijVFruHNW2Fkj3A4e25YffusQRXZu2+F3BrG9MGa7jSqS2Gx9WeWXbKLDYTeQPfbK7e3PgencOGPWcDuJJygS93EHimjSFMwWSGaoje2baLrdwmPbfGTdDeTwbKD1KkUI7y4mxBW2K+RUtJQzT8YekheXzR2FkpcYI5UsjHXeDSSRSEiqSNMU28Qs1HRswHEQY78biNuro+X64QhQri7n9lJZUUtmJ3Ns9ZrMpWESSVjcQpY9se3Asm6AsgFsa7NiYcV2dmKhEBsW4e9ltorF+suFbT7qrRrsBuotMZQHARAQOQESub7BIe/qZoXrR4MhWzU7iJ8xkQTNVmWf6lgzwW8VZikKfvtux2XK5HwHO1mEf6HFlB17F1dVsoWV6tastLVUqrnjVTq2LluDXTBmL1fI2VQU+7APUah2ljVcsTXjrllxdOVS+cy4xH32cdoDNp7KVs2y+hh53FZjIy/VYetyjKaqWpPIc5DcFanaycq4FuNkVlihxs80iTFyPrpUvlhdWG3b9d1SpU2M5Plw7aYVVjW28TvDJcmG9jKOAPkWG6sK0+KsWNprdbMLWqibkB2+wqSx81d6KwBmpbfEUB4EQEDkBHAonOOnMH4aQAKuTo0bwOYGfWi27YhNA7FuNDY2suUs7veHHQoXxz0IgTtnBYfCuc8NJUEABERLAGtWRDs0EObrBNguISsCtuTW11mg/yAAAr5NAGbFt8cfvRcxAZtZOXPmjIhlQhoIgAAIDDgBmJUBR4wGQAAEQAAEQAAE+kMAZqU/9FC3VwQksYfb2uwfc9ir2j5Z2HrgCi4QAAEQ8HECMCs+fgOg+6ImYF1XizUroh4kiAMBEBh4AjArA88YLYAACIAACIAACPSDAMxKP+ChKgiAAAiAAAiAwMATgFkZeMZoAQRAAARAAARAoB8EYFb6AQ9VQQAEQAAEQAAEBp4AzMrAM0YLIAACIAACIAAC/SAAs9IPeKgKAiAAAiAAAiAw8ARgVgaeMVoAARAAARAAARDoBwGYlX7AQ1UQEAGB1157zc2DWNwvKYJuQQIIgAAIdBKAWcHdAAJiIeCm52By3377bZto9gihGfzVQ3VmU6RSKXuMs+15Q2LpM3SAAAiAgBsEYFbcgIQiIOAVAsxS9Ow5mAqr7bB/tOHYsWMff/xx5lRcWhZr+cWLF9fV1TGz4pV+oBEQAAEQ8DABv7a2Ng+HRDgQAIE+EWB+ghkLVpXlPzZs2MD+ZdfJkyenTZvGvAizHZs2bWJlbrrpJvav9SR+62WraP1x0qRJX3zxBfvmjjvu+Nvf/mZ9ccyYMaxYn3ShEgiAAAgITACZFYEHAM2DgI2ANUfCfrSlSZqamtiPFovFlh1hP65atcreqbBXbBWtoaxOhV02p8K+R1oFdxoIgMDgJYDMyuAdOygfggScciRde9g1rWIt03NFpFWG4L2CLoGALxFAZsWXRht9FT0BpxxJV71d0yrWMj1XRFpF9CMPgSAAAj0RQGYF9wcIiItADzmS7tIqPSdXkFYR1wBDDQiAQO8JILPSe2aoAQIDSaCHHEl3aZWekytIqwzkcCE2CICANwggs+INymgDBHpFwGVypee0SnfJFaRVekUehUEABMRJAJkVcY4LVPk0AZfJlZ7TKt0lV5BW8ek7CZ0HgaFCAJmVoTKS6MfQIuCUXHEnrdI1uYK0ytC6KdAbEPBdAsis+O7Yo+diJuCUXHEnrdI1uYK0ipiHGNpAAATcJ4DMivusUBIEvErAllxxP61in1xBWsWro4XGQAAEBpIAMisDSRexQaAfBGzJFffTKvbJFaRV+sEeVUEABMRFAJkVcY0H1ICAPQGWXJk8ebLTk4DcQcSqMK/jTkmUAQEQAAHxE4BZEf8YQaFPE2APWGZ+xacRoPMgAAI+TwBmxedvAQAAARAAARAAAXETgFkR9/hA3dAl8Mwzi8XWuf/+9waxSbrzzjvPnj0rKlW/+tWv/vjHP4pK0q9//es//OEPopIUEhJSUVEhKkk/+clP/u///k9UkpiYXbt2iU2SOPXArIhzXKBq6BOYNeu+JUsqxdPPwsLwUaPunDhxongk7du3b9myZTU1NWxnk0hUZWdnZ2ZmHjx48MEHHxSJpOLi4pUrV27YsGHRokUikfT5559Pnz593bp1q1evFomkS5cuXblyxWg0/uY3vxGJJCbj9OnThw8fFo8eMSuBWRHz6EDbUCbAzMqLL1bee68o+vj++7R7N2dWfvaznz388MNi0HThwoUVK1ZYzcpTTz0lBklMQ1RUlNWsbNmyRSSSEhISrGbl0KFDIpG0bds2q1lhRuq6664TgyrmCaxmhbGaNGmSGCR9+OGHx44dg1lxcyywddlNUCgGAiAAAiAAAiAgDAGYFWG4o1UQAAEQAAEQAAE3CcCsuAkKxUAABEAABEAABIQhALMiDHe0CgIgAAIgAAIg4CYBmBU3QaEYCIAACIAACICAMARgVoThjlZBAARAAARAAATcJACz4iYoFAMBEAABEAABEBCGAMyKMNzRKgiAAAiAAAiAgJsEYFbcBIViIAACIAACIAACwhCAWRGGO1oFARAAARAAARBwkwDMipugUAwEQAAEQAAEQEAYAjArwnBHqyAAAiAAAiAAAm4SgFlxExSKgQAIgAAIgAAICEMAZkUY7mgVBPpJwFxCCY9QgB/5+VHwI5Rzop/xPFG9sebkwbRlv5nKnmo7KWJ+8u7SmmZPhO1PDBFK+r655n1N2vJIHlP4/HW5pecEx2RD3FzPtD0zP5zTxg1ihuFif/D3p27zuaIMsVFqrinatqx95B5Lzj0u/A3eH8KDqy7MyuAaL6gFAaJvKH8Rhe8nxU5qaKO2NjKmkXkzhb9ArYLhuVx18Onwx3bUjFFmFp7+gl1vZ86+rmjZ3OTSr4TSJEJJdLla8/SsOTv+EqjccpTDVKXPfHRYkWpO8rv1QmGytXu5tihj0fyMz0fMXrNHzw3hF1+Uvrk2bJQgwi6fyV32RNGIJ/YYqpgO/R5VSPORJIEp/duUu3RR0Ygle45zbPR7l3Oa1pcKP3KCjJDXG4VZ8TpyNAgC/SNg2kU5Y6nyMIWNbQ/kP5kyj1HYMUoq6l/oPte+eHLf74Mzj+xa8tD4EcP4KD8KDInfdSD+wtM5pcLkDUQoiS6e3F8U/MLRXfHTxo/kMV0zLPCBJbv2Lr/wTG5pY5/pe6AiMwePP2+SvaDftWK27Pb2MfRA3L6FuFyRqzo5LWfX8gcCh13DQgwbcbts7vN7lJbcI3/tW8T+17pc8UrCyWnZu54MCfwRF23YiEBZ9No9sfW5h2FX+o/36hFgVq7OCCVAQFQE9DtJtYj8nTTdQIlplFNAFkG0jorIfGu5bIRz24Fhc2cXllYIMpMgQkk0KmLrm8vv64JpzPS5jx4p/UAQTPyQWUqT11xY8kpqxO2C3D3OjTafLs2dtkQ52Wp7O6/gmSEnCysuC6KxuaL01elLFsicNQVFhJw+IpAmQUAI1ijMimDo0TAI9I1AcgPFTXBRdfiNRMepoW9BB6jWdcO6fDIPUEtuhxWhJLpuGP/HukDX5Qptxi0b1kaMFKj9Ls3WnNWETA52cefcHhj86kmTIG6ltkozVRbsAlFg4KTckx8Lokks4+UdHTAr3uGMVkBgwAmYTpFsBQUNeDu9aKD+xBHNQyHBwix7cK1ThJLoq5NHDk0LCRIIE8sZFM6NmOqcMujFMHu16DHTOa+2505jxz6vcacYyvSHAMxKf+ihLgiIhUBrBal0lPMsDReJosvNVb9PS9o6LHPj3EBI6pbA5ebqorTVLw7LSp07RiBM50yanweOZo13bnWZGrk8o0i4PUqj74ioOFPlYqlTbVUFXaypF2K+TBIYcdpU5WJdUU3Vx0JpEuiGEahZmBWBwKNZEPAcAeZUotZR1nGS3+C5oH2MVLUvgt/1es/9cw6PWPVO5mzhl0GIUBJV5Vl3B99z/2+PjFj5TuZvBHN0FxtqaFzgKMvJtKXLKiTLXzewnS6n33wu5EJ2Uu4ZYWY3Rk2dqzy5T+PUemPFjheqbnmYLn/Xx1uzX9Uk0+YueG/fIac5qOaKlzOqRkXQZWFA9atHg60yzMpgGzHoBQFHAk3HKexZUuvE4FSYsuAlpezT7tOPSg6kB5nSns8QbuuyDZMIJVFwfBmHqUJ/YEuw6YV1GccF21HS+u9mqq3I3Z7WvPBA+kLZKH46aMS4aUteTg3UZpwUZI/SyGkrNo4/ono694OLnAv4nmXpMh5/LHeYKlU5Saj//yOmPbVh/NsJT79awWsilhLLWDQnd/jy1NhgoTT5VLswKz413OjsUCNQvZeCUvmcir+oujZsxLiQuc8f2PPohU3zMir+LQZtIpREw0aOD4lee+DV2Rc2PpZxWpi/zi9crKB3d7zxo9RU5+xOoPyhC0UC7VEaNTP96Gtz6Z2ESJZ+emj+jo8Dl2sPLJ986UKdcPeSJCL9yOtzvy9KmM00TZ2/0xSoeuvAk7JLFixY8cagwKx4gzLaAIGBIFD+AoXtI50oZn9c9y/wN6kbpu3TCHcKaldZIpREt89O3Th93+FSIdZiEFsgwvJhcY9Nc7lvq6j2y4G4dd2JOWJixPItb3IJqNP6PRuVIdz643/UnA6WjRdoJTKXcRofsSL9TS53eFqfm6p8gNf013JBNbnDciiUgVkZCqOIPvggAcM6UhwXtVPhB2VE8H3TSv8m2AeeqxtDhJIYJtm0d+sFwTTq7mnTqKq5m+zXqGvEtEuouqL0ltkhotrwRlUVJbfOfgAzQQP+OxhmZcARowEQ8DgB/UpSfk76YyJZp9JD/y7XVJ+c9tNbPE6gHwFFKIku11SdfOgWYTCNmb0kflTBB6auSFu/p19PFGzlbxc99UWv5MtWzhWVL6h/Jzd/8qq54vJP/fjPIeKqMCsiHhxIAwFXBJhTiWsig5Zkwu/9sepj223m73jfxSRG8yf7ckuUyjDvf+CJUBK3A2j+9pMXv+8yqM2mfTl/UC6I8D4mXsqwkHnP/s/L+4qcnuL0b9MR7fiIqSI51a+5YntykWzv2jCR6OHANZ/ekfyubO8a1zNo+O3lWQIwK57liWggMLAELAUUZSHj6xTU1alYSCmn6oFt32X04LnbZ9eoH41M3Heyttm6TPQye9xx3tNzVpoi8tZOE+BoVBFKouB5u2b/Ne3RR5P2vV/TgYk9gXnf03MTTLME/RgeMzc1a9iLq9OKqq2Hm1y+eOZI2uKMYc8vDxFkFqixpsrSsdz4+8v1Z45kLE06eXf6nieCBZHDM2muqbZuA+IBfWU68sKypPeD07OXBAt5+rAA/9uFahJmRSjyaBcE+kSAHTJRQOP8yK/rVwBpK6ipT1H7WWnEXcpdJSW7Hh128uVl3PaNSZPCFqaV/mf2npI9S4KE+XwRoSS2MkX5clnJztnDDDuWcTtKGKb5ae9enp1TIujHMDf4gb/JLFGH1B9cxh//Erbo1RqZes/yLk/n6ed94mb1i38p3RcfxgMKn786o7R+fFz2nrUzBUo8WUVbqkrzFrVreuzpjJL68Yt37Xk+IpB7ziIubxDwa2MPmMcFAiDgdQKzZt334ouV997r9YZdNfj++7R7d/ioUXf+7Gc/e/jhh8Wg6cKFCytWrFi2bFlNTc1TTz0lBklMQ1RUVGZm5sGDB7ds2SISSQkJCStXrtywYcOhQ4dEImnbtm3Tp09ft25dcXHxddddJwZVhw8fvnLlitFoZKyYCRKDpA8//PDYsWNMmBjEiF8DMiviHyMoBAEQAAEQAAGfJgCz4tPDj86DAAiAAAiAgPgJwKyIf4ygEARAAARAAAR8mgDMik8PPzoPAiAAAiAAAuInALMi/jGCQhAAARAAARDwaQIwKz49/Og8CIAACIAACIifAMyK+McICkEABEAABEDApwnArPj08KPzIAACIAACICB+AjAr4h8jKAQBEAABEAABnyYAs+LTw4/OgwAIgAAIgID4CcCsiH+MoBAEQAAEQAAEfJoAzIpPDz86DwIgAAIgAALiJwCzIv4xgkIQAAEQAAEQ8GkCMCs+PfzoPAiAAAiAAAiIn4BfW1ub+FVCIQgMPQKzZt334ouVt9wiip6dP0+7d4ePGnXnz372sylTpohCE5FKpVq2bFlNTY1CoRCJpMWLF2dmZh48eHDVqlUikZSWlrZy5coNGza8/PLLIpF04MCB6dOnr1u3TqPRiETSe++9d+XKFaPRyFiNHDlSDKrq6uqOHTt2+PBhMYgRvwaYFfGPERQOTQLMrFy48E/x9G3ChAnMrJw+fVo8kpiS+Pj4vLw8UUnayF+ikrR58+b169eLSlJSUhJzdaKS9MgjjzCzcvHiRfGomjhxIsyKm8MBs+ImKBQDARAAARAAARAQhgDWrAjDHa2CAAiAAAiAAAi4SQBmxU1QKAYCIAACIAACICAMAZgVYbijVRAAARAAARAAATcJwKy4CQrFQAAEQAAEQAAEhCEAsyIMd7QKAiAAAiAAAiDgJgGYFTdBoRgIgAAIgAAIgIAwBGBWhOGOVkFgsBOwHIr28/NLr3DsR0U6e628b32rKO9jxb41h1ogAAKDhwDMyuAZKygFAfERSNmutXhEFXM5coNHIiEICIDA0CMAszL0xhQ9AgFvEYhRKAqUqkOesSveEo12QAAEBh8BmJXBN2ZQDAKiIRCdU67Wxaq09S4VWbTz2EyR9WqfG3KaPCrfzL/FpVVSiFJCu84riaarEAICICAgAZgVAeGjaRAY/ARCko1pOuXqrpNB5el+AYVzGtijUtnVoK0M5f2KZEGhMY1S5Lx3qUgPTVVovkyWhyS3lauJ1Ma2tuSQwc8EPQABEPA0AZgVTxNFPBDwMQLy9UZ118mgCkNKjCZngcQKQ7IgRxOTkslPGHHlKSVzc3q0PEWhzYkN9DFe6C4IgEDvCcCs9J4ZaoAACDgQkCd3mQyymCupQBlgmwXyC1AW2Orw5VNTdHZuBkRBAARAoAcCMCu4PUAABPpNoMtkkPm8jmI07ZNA1qmgtrbCjkQLZ2XYVWA297tlBAABEPAFAjArvjDK6CMIDDgB+WINtzNoO+9CiKQTFN16kXqtKlan0BrZxFDoZhytMuBDgwZAYAgQgFkZAoOILoCACAgExuZoFboCnVWKZEESW5jS6UXqtewIOf4EOYt2tVKXZixcII/drlGkhrYfKxcoVVCl2fWuIhH0DhJAAAQEJQCzIih+9xu3GNL3mzqKs30W7ArNOuOivutzRd1vqEtJfnOp0xUQHBadsEtvbupHXFfauZ2u89r3lfDtRnezJ7b37ToA7H111HCDAL+K1lZOntxmVKeyzcj8NVo5pZzb6VO+mS1eURvXy7lyvL9JkfOjHBgWHaNTjvaLxqktbqBGERDwNQIwK4NixMvTA8JT6lsdtZYnLc+y+ZeB7kbk8szMrbYvZWiLKWdl1Lj743V1A92yR+K7BOiRyL4bhG1Cbjsc277bpx2DJPYwW5qSzDsRdjG/0nlZ9yTL19sX4HYys6Us/IYga93OdS2+SxY9BwEQ6EIAZmUw3xQVSSl7vbRCMXRRYuJztq/MvPLaxtJk+fn86AXpJicT5SGi/Kea9WMMFwiAAAiAgE8TgFkZtMM/MzY2hPTLkrQC5Tb8Z6o1eyKpIiXlkJcM06AdKggHARAAARDoFwGYlX7ha6/csXjQciIrXj6Om6GfGBq/zWD5ziG45UROwiPB/MkT40KXpOvO2jIS5vxI5zUo5kPcGRVRLHHCPcY2lB1FTvz0f+eMvn9UyrZkGemUa7RXMQsXTflrokMncg0H3B2VsMteGH8gOtuRYTFkLQnlpTNtWQb3HvYinRMXR6QvKeeL86E6VpzYk+nQ3F6g+qw2ycqBUdqsq/7G9RB0XbPS9LkuvVOkPUCipmrd5vhwK3zWBzlbUlPeZA3cHUC+ih2WjvKeuCMQAwRAAARAwIMEYFY8BrNyt1K2zChdmV1mKMyecX3xmnDZSn375yW1lr8QLgtL0A9XZunLynSJwXXZ0UFh6RVWvyKN25kXSeVJ6/LbbUedNilWa4nRZC+V0gRFmSGbeQJayiKXpTzob1M88pcpOetlVJCYUtC9uajTKu+eEn+UQtcVlhmKs+YN168MlymyTPYW4bNspSzeKE3INpQV7gy7viQpXJagv+gGmVEy+Ux2WkZllfszQeey42YkmiSqHNbWsgBDanTwTLcmkph7C7o7OrsuOFHHA6xOiZ4RlXOGF3lRn3B/cPTuBtmyTIaoTJenGM2W1IRGvsQv6XEJsE4Xz1UxB6+0YQkNWnQ12+cGEhQBARAAARDwOAE/ti7A40F9LiDLrIxW6iSxmnJN7Fhr75t0S0ZG71cVN2ZHMndxJitUltS63mhMkw9vp2PWzhunPJVcZlaH8S+Z90aNW6ZXaBsKF7Twb9lHY9t/QlPSjG3WPRTE/8hO3GLLG78xJE0MzyJV8WfZkaO499huoIBYnZrfecGi5keOizfZh6KmkqSgyCzp9krjszI+HcJ2Z0hi2aEXC6Tt0o/Gj1Tkq441Zs9m0tn2Db/QVOoI6DS21urs8S5scQn/PfGqbKV4MsR1ir1mLUzyNKNhfTuH1uNJ0oisKftqixez1h0i8O1aIzM7oou/JTo/RlN7OLZdpbXjswob9ykaD8UrUyujCyoTJ9sars6JCE74TF3ZwJJPHcQ6ATbpVwRF5YZqzIUd40Wtf0oJfTA9oF3JVW7hv/3tb/v27Ruq9/kPfvCDn/zkJ6NGjfrpT386adKk2267rf89raioeOONN1icefPmPfTQQ/0PiAggAAK+RcButT6+7SuBLzUKdtc8V9ZiF6D2dfYa+6zlXjKmsY/q9u9tRVpKE1mlxFJbpdq8WWxLhCpzK6vI3EOtXTD2LBUi9lnbfvE/dhwP2nhMxaJLlhc3tj8xjtPCvAV3mTLZR3XYHvtQ7NXaPJYOkagr+QfM8XtNEx2km7nuMNtkbY09dq4zYBdCxvXsTWvX+FBOh5byZDpCuWrLKmZyZqeYjgh8u+3QmAHiFFs7ZaOQJg2akVx2yfWo8dW5B+NZO+EAkFcl6eRpLcMrmZnnBMtl9FOnTvnOrwl/f//o6OjPPvvMNWj3Xi0vbz/87eTJk+7VQCkQAAEQ6CSAzIonPnT4/IF5e2Ull6tov/gMhznTxP7ct2YU4rINsUH2rdXpE5ZkBeypLWNzPdbrfH7UxHg9+xxdWGh6XWG3KbT7zApXzZonYL7HnDlzuH1mxcIezjJPm3yqTf1Lh27aJS14becyK02JndIdu+PhzIpT6qU9cxNb2KBRSLrNrDhkWbobsdYmS111VUOD+eNK00cGfUG5mTMr1m20jgDZKhZ5Stj6wuQZ/nbBWk25UUkFzLdlWnNdPVzsk/vpp5/2xK0jxhj//e9///73vzc0NFy6dMle35IlS3bs2HHjjTf2QTTLrMjl3FAws4LMSh8AogoI+DoBODcPEHDIH7THa9DaMhz8n/XdXQ5/39fmzeHKRTrnQnrKrHDtsbkSZm0mJxsvtdm16/C9Y06CNXKVdIgtkdNjZoXPRlAyn8BwL7Oy3pYf6kh6dGZQHCLYZ1bsv3c1Xo3GrYoOx0eSu8LinstTL2XCXGdWrIi6uZwTYB64PQZtCGZZdDrdypUrb7rpJiuucePGVVVV9aFDyKz0ARqqgAAI2Ahgga0X3KpEyixI+0xHl3uvfRkKJ8N8MCn+qEQ6QdLrDcmBCjWbPDqTnvhSeaN9h67lUgQtjpuSPNnh+nL9cTb1E2wzCs7BW1uanF46a3ZeDHyFlQjwv6HvukwvRYau0UmeL6xqaGSTag2fleVtVcr9uw0oGc1luNiiHFe/CHCySye3W2+9dc6cOS+//HJTU9OLL77I3qitrf3lL3/J/u37aKEmCIAACPSeAMxK75n1ukaAZAJbY2usdnzuCVtbGnB3eFJRx6c52wG0SCdZmGM8kRMrcWNDsqMM6cJMtmSkPDVRXdJpDyQTp7DJHf1HTufcmqvYigvJlKB+n7dmKshmT4KJWxDZOWPV1NJiJ6zVXG1wwnXK6UG75ir2vJiZsqDuvQULwD0Vj4xOD44xH4weJ1fmnzUZXmfrIZKztiiCJP4dEzgN5jPdj5NEGkZUeKbasYQ5P2Jc6CM5XjsUuNf3kaAV1q5dW1JSwiT83//936xZs775ppsd54KKROMgAAJDlQDMihdGdnioQs0ORMncY+j0Ed+ZclKzLJ9LQ9szAGbtGqWOFFlpCok1TVKgTDroeH4Kl4Ho4ZLGbuH2P2sP2tmDyQrVLDJtzbQ/OK6pJCflOMlWR3YuUukTA0tJimp1OYVkquZYjYa/ZCzR8XJT555ns+6gxjm2JTvb7hA5qxjF4qhuczN8fclMZRxZsnfbby02Gw7pzK1Tptzp738LK9LUaPfp2XQ0i4Ulamyx31NtAzghKi6GLKmZ+XWd6ixcFXPrg6H9xNInloOj0sMPP2zdA/WXv/xl9+7dg0M0VIIACAwNApgS8wCBq6xZYS20sE3L7IaRxqg13Dkr7KwRbgePbcsPv3XIfqkKvzOILSsxW9VZ9+/EZuvLKr9kEx0Ou4Hs9Vdub38qS+fGGbOGW84yQZG4jztQRJPGre2QzFCz1S381e1CE6c1Kw7PBlqvUoTw7mJCXGG7Qi5WSznzZEQhcdncUSh5iTFSycJY591AEomEpIo0TbFNzEJNxwacbtescAi0XD8cAcrV5dxeKusaFMnsZI6tXpO5NEwiCYtbyLIntgUoTgDb2qxYWLGdnVgoxIbFAzfFUA1hXSfLZoiuXLnifh+xZsV9VigJAiDQlQABigcIXN2s8L7AkK2aHcTPmEiCZquyT3WsmeC3CrMUBb99t+MyZXKfCexkEf6FFlN27F1cVckWVqpbs9LWUqnmHxfnsMv3gjF7uULOpqLYh32IQrWzrKHzU8Zds+JozaXymXGJ++zjtMtuPJWtmmX1MfK4rcZGXqrD1uUYTVW1JpHnILkrUrWTlbFdPZkVVqjxM01ijJyPLpUvVhdW23Z9t1RpEyN5Ply7aYVVjW38znBJsqG9jCNAvsXGqsK0OCuW9lrd7IL2wB0yhEIcOnTIejOUlZW53y2YFfdZoSQIgEBXAti6PDQSZIOiF65OjRsUwiHSjkBLSwvbHMTSKps2bUpNTXWTDbYuuwkKxUAABFwSwJoV3BggAAK9IHD99dffd999rIJPnYzXC0AoCgIgMAAEYFYGACpCgsCQJsDO4Gf9O3fu3JDuJToHAiAgIgIwKyIaDEgBgUFBgD02iOn817/+NSjUQiQIgMAQIACzMgQGcbB0QRJ7uK3N/jGHg0U4dDoSsJqV5uZmgAEBEAAB7xCAWfEOZ7QCAkOHwI9+9CPWGfYIodZW+3Nshk4H0RMQAAGxEYBZEduIQA8IgAAIgAAIgIADAZgV3BAgAAIgAAIgAAKiJgCzIurhgTgQAAEQAAEQAAGYFdwDIAACIAACIAACoiYAsyLq4YE4EAABEAABEAABmBXcAyAAAiAAAiAAAqImALMi6uGBOBAAARAAARAAAZgV3AMgAAIeJvD222+zxxw2NTX1HJcVYMVYYQ83j3AgAAJDjgDMypAbUnQIBDxK4LXXXqurq3MnpK3kb3/72/3790ul0u4si9WmsAKsGCvsTnCUAQEQ8GUCMCu+PProOwhcncDYsWOZq1i8eHEPloXZFFaG/csKWyNu3LiRORL2r9WyfPPNN9bX2TdWm2IrcHUFKAECIODzBPza2tp8HgIAgAAI9ERg+vTpJ0+eZCWeeOKJDRs2HDt27JlnnmE/trS0vPnmm8x8WH3MiRMnWElbIGZc/vrXv1p/vOGGG6x+xfYN+37MmDFu5mwwPCAAAj5OAGbFx28AdB8Erk7gvffemzFjhq3cAw888MEHH1jdhs2OTJs2jRWzj8USLSwf00N0NgfE3M/Vm0cJEAABnycAs+LztwAAgIAbBGzJle7KOqVVrMXskytOFZFWcYM6ioAACLQTwJoV3AogAAJXJ8CWmPRQiKVV7CeAbCV7qNVzwKsLQgkQAAFfIoDMii+NNvoKAv0g0ENyxWVapYfkCtIq/RgHVAUBXySAzIovjjr6DAJ9INBdLqS7tIq1CZe1kFbpA39UAQFfJoDMii+PPvoOAr0j4DK50kNaxWVyBWmV3kFHaRAAASJkVnAXgAAIuEuga0ak57SKy+QK0iru4kY5EACBDgLIrOBeAAEQ6AUBp+TKVdMqTskVpFV6wRpFQQAEOgggs4J7AQRAoBcE7PMi7qRVnJIrSKv0gjWKggAIILOCewAEQKBvBGzJFTfTKrbkCvsGR9b2jTlqgYCPE8A0kI/fAOg+CPSagPVA265H1vYciB1oywrgyNpe40YFEAABIpgV3AUgAAK9JsCSK2xCx+VBcL2OhQogAAIgcDUCMCtXI4T3QQAEuhBgszm2BywDDwiAAAgMNAGYlYEmjPggAAIgAAIgAAL9IoDdQP3Ch8ogAAIgAAIgAAIDTQCZlYEmjPgg4JrA+ueTRIfmWtEpkkikX3/9tahk/eIXv/jwww9FJUkul5eXl4tKUnBwcFVVlagkXXvttd99952oJDEx6enpYpMkTj0wK+IcF6ga+gRmTb9v7phK8fTz+L/Cb70j8N57D4hHUk7OHXFxa2pqakaNGiUSVfv378/MzDx48OCUKVNEIoltzlq5cuWGDRuio6NFIslsNrPF1+vWrXvyySdFIum///3vlStXjEYj28gmEklMxpkzZw4fPiwePWJWArMi5tGBtqFMgJmVFx+qvDdQFH18/xztPseZlYceOjB3rigkWSwUGdluVp566ilRaCKKioqympUtW7aIRFJCQoLVrBw6dEgkkrZt22Y1K8XFxdddd50YVDFPYDUrjNWkSZPEIInl544dOwaz4uZYYM2Km6BQDARAAARAAARAQBgCMCvCcEerIAACIAACIAACbhKAWXETFIqBAAiAAAiAAAgIQwBmRRjuaBUEQAAEQAAEQMBNAjArboJCMRAAARAAARAAAWEIwKwIwx2tggAIgAAIgAAIuEkAZsVNUCgGAiAAAiAAAiAgDAGYFWG4o1UQAAEQAAEQAAE3CcCsuAkKxUAABEAABEAABIQhALMiDHe0CgIgAAIgAAIg4CYBmBU3QaEYCIAACIAACICAMARgVoThjlZBAARAAARAAATcJACz4iYoFAMBEAABEAABEBCGAMyKMNzRKgj0k4D5c0rIoYAnye9JCs6hnC/6Gc8T1S+SfhdF3U1+fuQ3keI3U3WTJ8L2J0ZjzcmDact+M5U9aHdSxPzk3aU1zf0J54m63zfXvK9JWx7Jawqfvy639Jzgmmz9aq5n2p6ZH85p44hlGC56os99idF8rihDbJSaa4q2LWsfuceSc48Lfzf1hezgrAOzMjjHDap9mcBlyt9P4UZSzKeGV6ntVTI+QuZiCi+hVuGwmHbRODlVTyDNR9TWRm0mih1OUfeTrk4oTZerDj4d/tiOmjHKzMLTX7Dr7czZ1xUtm5tc+pVQkuhytebpWXN2/CVQueUop6lKn/nosCLVnOR36wXT1NHw5dqijEXzMz4fMXvNHj3H64svSt9cGzZKEGGXz+Que6JoxBN7DFVMh36PKqT5SJLAlP5tyl26qGjEkj3HOTb6vcs5TetLhR85QUbI643CrHgdORoEgf4RMBko52aqXEZhN7cH8h9NmSoK+5SSPu1f6D7XtlCmlrMpibPIfzgf5QYKe47K1lB0GgmTXrl4ct/vgzOP7Fry0PgRw3hJPwoMid91IP7C0zmlAqUyLp7cXxT8wtFd8dPGj+Q1XTMs8IElu/Yuv/BMbmljn+l7oCIzB48/b5K9oN+1Yrbs9nZgHojbtxCXK3JVJ6fl7Fr+QOCwa1iIYSNul819fo/Sknvkr32L2P9alyteSTg5LXvXkyGBP+KiDRsRKIteuye2Pvcw7Er/8V49AszK1RmhBAiIioDeQKoQ8nfSNIwSH6GcT8giiFYJacpJ7qyJpLMpdj8ZBNE0KiLzreWyEc44AsPmzi4srRBmcmNUxNY3l9/XRdOY6XMfPVL6gTCaOECW0uQ1F5a8khpxuyB3j3OjzadLc6ctUU62eszOK3hmyMnCisuCaGyuKH11+pIFMmdNQREhp48IpEkQEII1CrMiGHo0DAJ9I5C8jeJudVF1OPs9WkUNfQs6QLWG08gBitznsNcN62IW+hzLUxWvG8b/sS7QdblCm3HLhrURohmqmrOakMnBLobp9sDgV0+aBHErtVWaqbJgF4gCAyflnvxYEE0C3S8CNQuzIhB4NAsCniZgOk+y6RTk6bD9iWcuopxZJJP0J4aH69afOKJ5KCRYmJUY3fTlq5NHDk0LCRJIE8sZFM6NmOqcMvAwd4+FO2Y657FYngp07PMaT4VCnO4IwKzg3gCBoUCgtZZUJsr5FVlXjAh/tZLpECnXkGY3SYVXwyu43Fz1+7SkrcMyN84NFIkkpqm6KG31i8OyUueOEUjTOZPm54GjWeOdW12mRi7PKBJuj9LoOyIqzlS5WFdUW1VBF2vqhZgvkwRGnDZVuVhXVFP1sVCaBLphBGoWZkUg8GgWBDxHgDmVqLcpaxXJRfDncdZEfuvy9TRlL6nZnqCxnutnHyNV7YvgN+Lec/+cwyNWvZM5WwQrM6ryrLuD77n/t0dGrHwn8zeC2aeLDTU0LnCU5WTa0mUVkuWvG9hOl9NvPhdyITsp94wwsxujps5VntyncWq9sWLHC1W3PEyXv+vjfdCvapJpcxe8t++Q0xxUc8XLGVWjIuiyMKD61aPBVhlmZbCNGPSCgCOBpmoKKyD1U6JwKkxa4jlu63JjNeVNpoQlAm5dtmEKXlLKPoA//ajkQHqQKe35DAG3Lndqii/jNFXoD2wJNr2wLuO4YDtKWv/dTLUVudvTmhceSF8oG8X73RHjpi15OTVQm3FSkD1KI6et2Dj+iOrp3A8uci7ge5YSy3j8sdxhqlTlJKH+/4+Y9tSG8W8nPP1qBa+JWEosY9Gc3OHLU2ODhdLkU+3CrPjUcKOzQ41A9SkKOsbnVIRcoemCqv+dFLediheSSk6Gb8SAfdiIcSFznz+w59ELm+ZlVPxbDJJo2MjxIdFrD7w6+8LGxzJOC/PX+YWLFfTujjd+lJrqnN0JlD90oUigPUqjZqYffW0uvZMQydJPD83f8XHgcu2B5ZMvXagTbuAkEelHXp/7fVHCbKZp6vydpkDVWweelF2yYMGKNwYFZsUblNEGCAwEgfISCjOSThyzPy47KF3ALbDNKRqI3vcxZuBvUjdM26cR7mBWF7pvn526cfq+w6VCrMUgtkCEKDjusWkuN0kV1X7ZR9D9rjZiYsTyLW9yCajT+j0blSHc+uN/1JwOlo0XaCUyl3EaH7Ei/U0uUXdan5uqfIDX9NdyQTX1G/QgCQCzMkgGCjJBwJGA4W1SVIvaqVj1yh4k3XlRDd6I4Pumlf5NsM9glyxGBMumvVsviKZRd0+bRlXN3aSaRl0jgmVQNmTVFaW3zA4R1YY3qqoouXX2A5gJGvD/4zArA44YDYCAxwno3yTlV6RXiWWdSg8drDZRpGCLR13qulxTfXLaT2/x+KD0J+DlmqqTD90ijKYxs5fEjyr4wNRVf+v39OuJ4hm8+qJX8mUr54rKF9S/k5s/edVccfmn/tyJ4q0LsyLesYEyEHBJgDmVuBYyxFOX0zQFA8Z2AKWUuGi96U+kLiDVbO8LYzuA5u9438W8SvMn+3JLlMowAT6D2Q6g+dtPXvy+C41m076cPygXRAigidMyLGTes//z8r4ip0cm/dt0RDs+YqpIjtBrrtieXCTbuzZMJHo4cM2ndyS/K9u7xvUMmvdv+qHdIszK0B5f9G6oEbB8QlHNZFxMQV3T882kzKBqIXocd4iqV1JwLOnPtj9MsZU9gXkbTYmh6BKKFGCNQfDc7bNr1I9GJu47WdtsXbl6mT2BOe/pOStNEXlrpwlxWmvwvF2z/5r26KNJ+96v6dDEnsC87+m5CaZZgn4Mj5mbmjXsxdVpRdXWw00uXzxzJG1xxrDnl4cIMgvUWFNl6Vhu/P3l+jNHMpYmnbw7fc8TwYLI4Zk011RbtwHxgL4yHXlhWdL7wenZS4JFtrZdiF8A3mgTZsUblNEGCHiMwH+JPqFxT5Jf16/nSFsrzFMD/X9OhdVUuJD0qRTMDlnxI+kM0rVScTUlTvZY13sVaMRdyl0lJbseHXby5WXcjpJJk8IWppX+Z/aekj1LXBi9XsXua+ERwcqXy0p2zh5m2LGM21HCNM1Pe/fy7JwSQT+Gue4E/iazRB1Sf3AZf/xL2KJXa2TqPcu7PJ2nrz3vXb2LfyndFx/GAwqfvzqjtH58XPaetTMFSjxZtVuqSvMWtWt67OmMkvrxi3fteT4ikHvOIi5vEPBrY0ci4AIBEPA6gVnT73vxocp7Bf0NbOv0++do97nwW+8IfOihA3Pnep2FqwYtFoqMvCMubk1NTc1TTz0lCk1EUVFRmZmZBw8e3LJli0gkJSQkrFy5csOGDYcOHRKJpG3btk2fPn3dunXFxcXXXXedGFQdPnz4ypUrRqORsWImSAySPvzww2PHjjFhYhAjfg3IrIh/jKAQBEAABEAABHyaAMyKTw8/Og8CIAACIAAC4icAsyL+MYJCEAABEAABEPBpAjArPj386DwIgAAIgAAIiJ8AzIr4xwgKQQAEQAAEQMCnCcCs+PTwo/MgAAIgAAIgIH4CMCviHyMoBAEQAAEQAAGfJgCz4tPDj86DAAiAAAiAgPgJwKyIf4ygEARAAARAAAR8mgDMik8PPzoPAiAAAiAAAuInALMi/jGCQhAAARAAARDwaQIwKz49/Og8CIAACIAACIifAMyK+McICkEABEAABEDApwnArPj08KPzIAACIAACICB+An5tbW3iVwmFIDD0CMyaft+LD1WOGyWKnpm+pN3nwm+9I/Chhw78+teikPTttxQZeUdc3JqampqFCxeKQhPRvHnzMjMzDx48mJycLBJJa9euXbly5YYNG/Ly8kQiaffu3dOnT1+3bt3bb78tEknFxcVXrlwxGo2MVWBgoBhU/b//9/+OHTt2+PBhMYgRvwaYFfGPERQOTQLMrNTWfSmevskm38PMyh/+oBePpB//+HpmVl566SXxSGJKsrKyEhMTRSVpx44dq1atEpWkTZs2Mf8kKklKpZKZFbPZLB5VU6ZMgVlxczhgVtwEhWIgAAIgAAIgAALCEMCaFWG4o1UQAAEQAAEQAAE3CcCsuAkKxUAABEAABEAABIQhALMiDHe0CgIgAAIgAAIg4CYBmBU3QaEYCIAACIAACICAMARgVoThjlZBAARAAARAAATcJACz4iYoFAMBEAABEAABEBCGAMyKMNzRKgiAgGcJWA5F+/n5pVc4Rq1IZ6+V96klS0W5pU8VUQkEQMDjBGBWPI4UAUEABAQjkLJd6xGHwaxPwHYRnR4mGFA0DALiIACzIo5xgAoQAIH+E4hRKAqUqkMesSv9V4MIIAACHiMAs+IxlAgEAiAgNIHonHK1LlalrXcpxKKdx2aKrFf73JDT5FH5Zu6t37O0SqyOCpQBftHdhBK6o2gfBHyMAMyKjw04ugsCQ5tASLIxTadc3XUyqDzdL6BwTgN7dCu7GrSVobxfkSwoNKZRipz3LhXpoakKzZfJv1lQ2KBVUIymoa0wVhTPvBvaY4begcDVCcCsXJ0RSoAACAwiAvL1RnXXyaAKQ0qMJmeBxNoRyYIcTUxKJj9hxJWnlMzN6dHyFIU2B+5kEI01pPoOAZgV3xlr9BQEfISAPLnLZJDFXMlP69iuAGWBjQZfPjVFZ+dmfIQUugkCg4UAzMpgGSnoBAEQcJtAl8kg83kdP63jcBV2JFo4K8OuAjP2/7iNGAVBwKsEYFa8ihuNgQAIeIeAfLGG2xm0nXchRNIJim69SL1WFatTaI1sYih0c9/OZPFOn9AKCPguAZiVQTL2FkP6flOHVrZUkF2hWWdciHd9NFY/esnvj3C6AoLDohN26c1N/YjrSju3WWNe+9JIvl3P7cVwAOhZ2YgmSgKBsTlaha5AZxUnWZDEFqZ0epF6LTtCjj9BzqJdrdSlGQsXyGO3axSpodZj5STSKUi0iHJcIcpHCcCsDIqBL08PCE+pb3XUWp60PMvmXwa6G5HLMzO32r6UoS2mnJVR4+6P19UNdMseie8SoEciI4h4CfCraG3y5MltRnVqaLvvHq2cUt6WHELlm9niFbVxvZwrx/ubFDlvkUPCOHPT9Uhc8XYXykBgSBNwnMPFT+IkwHYrEKUZO8TxP/JX5J5aJ8XclksidbnHOsI2droM2FiazP2CD1FXtniqrQbuo6XLwgJPRHcC6ImQiAECIAACIOAtAsisDForOjM2NoT0y5K0AuU2/GeqNXsiqSIl5RBWJQ7auwjCQQAEQGAwEIBZ8cQodcx/W05kxcvHcXnmiaHx2wyW7xyCW07kJDwSzG+eHBe6JF131jatY86PdF6DYj7EbbOM2mtmB1Wx5SkpLBKfwY62HSXuH5WyLVlGOuUa7VXMwkVT/pro0IlcwwF3RyXsshfGn+nJFhVaDFlLQnnpTFuWwb3zyqVz4uKI9CXW573xoTpWnLT3nCfTobm9QPVZbZKVA6O0WVf9jesh6LpmpelzXXqnSHuARE3Vus3x4Vb4rA9ytqSmvMkauDuAfBU7LB3lPXFHIAYIgAAIgIAHCcCseAxm5W6lbJlRujK7zFCYPeP64jXhspX69s9Lai1/IVwWlqAfrszSl5XpEoPrsqODwtIrrH5FGrczL5LKk9blt9uOOm1SrNYSo8leKqUJijJDNvMEtJRFLkt50N+meOQvU3LWy6ggMaWge3NRp1XePSX+KIWuKywzFGfNG65fGS5TZJnsLcJn2UpZvFGakG0oK9wZdn1JUrgsQX/RDTKjZPKZbMNnZZXTcpoeqp7LjpuRaJKoclhbywIMqdHBM9NNblRn7i3o7ujsuuBEHQ+wOiV6RlTOGb6li/qE+4OjdzfIlmUyRGW6PMVotqQmNPIlfkmPS4B1uniuijl4pQ1LaNCiq9k+N5CgCAiAAAiAgMcJ+LH5Jo8H9bmALH8wWqmTxGrKNbFjrb1v0i0ZGb1fVdyYHcncxZmsUFlS63qjMU0+vJ2OWTtvnPJUcplZHca/ZN4bNW6ZXqFtKFzQwr9lH41t/wlNYWtWrMsAif+Rre04HCv5xpA0MTyLVMWfZUeO4t7jnhYbq2NrVtjiQRY1P3JcvMk+FDWVJAVFZkm3VxqflfHpELbAUBLL9m0ukLZLPxo/UpGvOtaYPZtJZysQ/UJTuUUwfECny1qdnVDOTiXnvydela0UT4a4TrHXrIVJnmY0rG/n0Ho8SRqRNWVfbfFi1rpDBL5da2RmR3Txt0Tnx2hqD8e2q7R2fFZh4z5F46F4ZWpldEFl4mRbw9U5EcEJn6krG1jyqYNYJ8Am/YqgqNxQjbmwY7yo9U8poQ+mB7Qr6ekWfu+99zZt2uRzN7mgHb711lvvuOOO22+//bbbbhs/fvx9990nqBw0DgIg4HUC3locM6Tb+VLDLWp9rsx+pWnt6+w19lnLddyYxj6q27+3gWgpTWSVEkttlWrzZrEdk6rMrawicw/2K2ddLbDtWIjaeEzFokuWFze2P/TEboGtKZN9VIc5L8KtzWPpEIm6kn9GCr9dItFBupnrDrNNVqndLbBtf3c9q27tmqvlsTyZjlCu2mrjxUzO7BTT0S++3XZozABxih1XDRvTpEEzkssuub61+OrqjjXJjgB5VZLOBcvWCLySmXnOK5a7hD9x4oTX/5uiQQcCy5Yt+/jjj/vzO6WkpGQdf3366af9iYO6IAAC3iGAzIonPgb4/IF5e2Ull6tov/gMhznTxP7ct2YU4rINsUH2rdXpE5ZkBeypLWNzPdbrfH7UxHg9+xxdWGh6XdGZn7CmUlxmVrhq1jwB8z3mzJnD7TMrFna++Dxt8qk29S8dummXtOC1ncusNCV2SnfsjoczK06pl/bMTWxhg0Yh6Taz4pBl6W7EWpssddVVDQ3mjytNHxn0BeVmzqzwW5acALJVLPKUsPWFyTP87YK1mnKjkgqYb8u05rq6u5BZ8cT/md7F+Nvf/lZbW+tUh1mWV199tXeBOkq/++67s2axPw6ImZW77767b0FQCwRAwHsEvOOJhngrDvmD9r7abSHu3GnsYlwd/r6vzZvDFemyIbmnzArXHpsrYdZmcrLxEnucbGdmpbttzHZJi27TIbad0j1mVvhsBCXzCQz3MivrbRuw20F1J8Y+s2L/vat7qdG4VdHh+EhyV1jcc3nqpUyY68yKFUs3l3MCbIjfuoOne//6178qKir279//xBNP2MYuJiambz1gmRVrEGRW+gYQtUDAywSwwNYLvlAiZRakfaajy/i2L0PhZJgPJsUflUgnSHq9ITlQoWaTR2fSE18qb7Tv0LVciqDFcVOSJztcX64/zk5GCbYZBefgrS1NTi+dNTsvBr7CSgT439B3XaaXIkPX6CTPF1Y1NLJJtYbPyvK2KuX+3QaUjOYyXGxRjqv/bPwSGVziIzBixIgHHniAORXmVw4dOhQUxA1iQUHBvHnzxCcWikAABDxMAGbFw0BdhQuQTGBrbI3V7FhMu4utLQ24OzypqOPTnO0AWqSTLMwxnsiJlbixIdmxJenCTLb6pDw1UV3SaQ8kE6ewyR39R07n3JqrTrGppilB/f5UNhVks8PM4xZEds5YNbW02PfRXG1wInLK6Vlx5ip2uvlMWVD33oIF4B7sQkazI0DzwehxcmX+WZPhdfY8l+SsLYogiX/HBE6D+Uz3IyuRhhEVnql2LGHOjxgX+kiO1w4F9sKdN1SbmD9/flVV1caNG61+Zdu2bUO1p+gXCICAlQDMihfuhOGhCjU7ECVzj6HTR3xnyknNsnwuDW3PAJi1a5Q6UmSlKSTWNEmBMumg4/kpXAaih0sau4Xb/6w9aGcPJitUs8i0NdP+4LimkpyU4yRbHdm5SKVPDCwlKarV5RSSqZpjNRr+krFEx8tNnXuezbqDGufYluxsu0PkrGIUi6O6zc3w9SUzlXFkyd5tv7XYbDikM7dOmXKnv/8trEhTo91m7KajWSwsUWOL/aZoG8AJUXExZEnNzK/rVGfhqphbHwztJ5Y+sUSlvhBYunQp2xxk9St9qY86IAACg4iAl6edhmZzV1mzwjrdwjYts7tCGqPWcOessLNGuB08ti0//NYh+6Uq/M4gthfGbAVm3b8Tm60vq/ySTXTwS1hcHUtfud26t9nuuH2zhlvOMkGRuI87UESTxq3tkMxQs9Ut/OXumhWHZwOtVylCeHcxIa6wXSEXq6WceTJ2AH9cNncUSl5ijFSyMNZ5N5BEIiGpIk1TbBOzUNOxAcdBjNM6lVot1w9HgHJ1ObeXyroGRTI7mWOr12QuDZNIwuIWsuyJbQGKE8C2NisWVmxnJxb26IAOLEPzPh16vbImV9hVXt67B0xgzcrQuxnQo6FNgIZ297zUu6ubFd4XGLJVs4P4GRNJ0GxV9qmONRP8VmGWouC373ZcpkzOd7CTRfgXWkzZsXdxVSVbWKluzUpbS6WaPw3FYZfvBWP2coWcTUWxD/sQhWpnWcMVWzPumhVH/y2Vz4xL3Gcfpz1g46ls1Syrj5HHbTU28lIdti7HaKqqNYk8B8ldkaqdrIxrMV0X1TZ+pkmMkfPRpfLF6sJq267vliptYiTPh2s3rbCqsY3fGS5JNrSXcQTIt9hYVZgWZ8XSXqubXdBeuovQTO8JfPXVV9bkytNPP92r2jArvcKFwiAgOAFsXXb8FMZPA0jA1alxA9gcQvsEgccee+zw4cNTpkz55JNP3O8wti67zwolQUAMBLBmRQyjAA0gAAJ9JDBhApccYymWPtZHNRAAgcFAAGZlMIwSNIIACHRDYOLEieydv//9799//z0ggQAIDFUCMCtDdWTRLxDwCQL/8z//Y+0nkis+Md7opK8SgFnx1ZEXoN+S2MNtbfaPORRAA5ocagSCg4NhVobaoKI/INCFAMwKbgoQAIFBTODHP/6xVf3ly5cHcTcgHQRAoEcCMCu4QUAABEAABEAABERNAGZF1MMDcSAAAiAAAiAAAjAruAdAAARAAARAAARETQBmRdTDA3EgAAIgAAIgAAIwK7gHQAAEQAAEQAAERE0AZkXUwwNxIAACIAACIAACMCu4B0AABEAABEAABERNAGZF1MMDcSAAAiAAAiAAAjAruAdAAAQGE4EdO3a89957PSuuq6tbtWqVrcxrr7124MABdzrJSl41uDtxUAYEQMCzBGBWPMsT0UAABAaWwOTJk2fMmLF48WLmSLq21NTUxN6SSqWsmO3d3/72t8888wx7sQfLwmwKK7Bx48bp06cPbAcQHQRAoPcEYFZ6zww1QAAEhCPAzMS0adOs3mLTpk3MnVi1fPPNN+xH9iJ7a8yYMU888YRNo7+/P0u0MHPDXuxqWayhrO6HmRXheoaWQQAEuiXg19bWBjwgAAIgMIgIMHvBvIVVMDMiVr9yww03ML9iffGll16ynwZir7AyY8eO/de//mUt8NOf/vTvf/87++a22277+uuvrS8yi+MyWzOIyEAqCAxVAsisDNWRRb9AYMgSYAkSZiys3bPPrFhfuemmm+zTKtYXrckVGxGrU2GXzamw75FWGbJ3DDo2+AnArAz+MUQPQMD3CPRgLJgpYdakKxL2OvMx3aFymjnyPaLoMQiImgDMiqiHB+JAAARcEmBrZrtzHk4TQLbqTskVp7BIq+BOAwExE4BZEfPoQBsIgIBrAt05j8cff9xlWsUapbvkCtIquM9AQOQEYFZEPkCQBwIg4JqAywxKzwmS7iwO0iq4yUBA5ARgVkQ+QJAHAiDQbXKF5VHs33v00UfZlp+eeXVNriCtgjsMBMRPAGZF/GMEhSAAAq4JOGVEulutYl+5a3IFaRXcXiAgfgI4Z0X8YwSFIAAC3RJgK23feecd9jY7Kc7Nk/Ltz1zB2Sq4t0BgUBBAZmVQDBNEggAIuCZgy6Z0PVulO2T2yRWkVXBjgcCgIIDMyqAYJogEARDolgA7gJ+dPNurw2etyRXmWnpVC2MAAiAgFIFr8IeFUOjRLgiAgKcIML9i/+TCq4YdPnx4a2srm0LqVa2rhkUBEACBASKAzMoAgUVYELgKgU8//RSMPEXg0qVLN954Y6+i9aGKNf6333774x//uFdtDXThhoaGgICAgW4F8QeCwD333DMQYYdeTJiVoTem6NHgIDBr+n1t33wpHq3+gffcKgn8y8d68Uj6R8v1cSvWFBVtEo+kurrvMjL2swclikcSU5KUlLRhw4be2rUB7cLSpUvXrVvHHmc9oK30Kjhbgm00Gq9cudKrWgNa+NZbbz18+PCANjFkgsOsDJmhREcGGQFmVl58qPLeQFHIfv8c7T4XzszKQ20H5t4nCkmWf1Hka3cws9LU9Gxyslg+YO68cyQzKwcPHtyyZYsoMBElJCSsXLmSmZVDhw6JRNK2bdvYxBwzK8XFxdddd50YVDFPwGwKMyuM1aRJk8Qg6cMPPzx27BjMiptjgd1AboJCMRAAARAAARAAAWEIwKwIwx2tggAIgAAIgAAIuEkAZsVNUCgGAiAAAiAAAiAgDAGYFWG4o1UQAAEQAAEQAAE3CcCsuAkKxUAABEAABEAABIQhALMiDHe0CgIgAAIgAAIg4CYBmBU3QaEYCIAACIAACICAMARgVoThjlZBAARAAARAAATcJACz4iYoFAMBEAABEAABEBCGAMyKMNzRKgiAAAiAAAiAgJsEYFbcBIViIAACIAACIAACwhCAWRGGO1oFARAAARAAARBwkwDMipugUAwEQAAEQAAEQEAYAjArwnBHqyDQTwLmzykhhwKeJL8nKTiHcr7oZzxPVP+G9CcoahMnyW89xRdT9b89EbY/MS6SfhdF3U1+fuQ3keI3U3VTf8J5ou73zTXva9KWR05lD/+dFD5/XW7puWZPxPVIjOZ6pu2Z+eGctkmTIuZnGC56JG4fgjSfK8oQG6XmmqJty9pH7rHk3OM14hm5PhAeXFVgVgbXeEEtCBBdpvz9FG4kxXxqeJXaXiXjI2QupvASahUOj+kEjcug6ltIs46T1JZCsT+kqBdI90/BNJl20Tg5VU8gzUfU1kZtJoodTlH3k65OMEmXqzVPz5qz4y+Byi1HT3/xxRdV+sxHhxWp5iS/Wy+Ypo6GL9cWZSyan/H5iNlr9uiZNnaVvrk2bJQgwi6fyV32RNGIJ/YYqpgO/R5VSPORJIEp/duUu3RR0Ygle45zbPR7l3Oa1pcKP3KCjJDXG4VZ8TpyNAgC/SNgMlDOzVS5jMJubg/kP5oyVRT2KSV92r/Qfa7dTJkfkuZ5SryL/H/IRxlGYRFUFkHRvydhchkWytRyNiVxFvkP5yXdQGHPUdkaik4TSBJdPLm/KPiFo7vip40fOYyTdM2wwAeW7Nq7/MIzuaWNfabvgYrMHDz+vEn2gn7Xitmy20fw4oS7Llfkqk5Oy9m1/IHAYddwN9OI22Vzn9+jtOQe+atQqi5XvJJwclr2ridDAn/E3+AjAmXRa/fE1ucehl3xxqDArHiDMtoAAQ8S0BtIFUL+ThGHUeIjlPMJWTzYkvuhRpBmLcn5X+L2l/ReijWSQZBcuYQ05SR3xkTS2RS7nwzCYBoVsfXN5feNcMY0ZvrcR4+UfiDYhAtZSpPXXFjySmrE7e4P+QCWbD5dmjttiXKys2UKnhlysrDi8gC23H3o5orSV6cvWSBz1hQUEXL6iECaBAEhWKMwK4KhR8Mg0DcCydso7lYXVYez36NV1NC3oANU61oaOUCR+xx2uPgk0XXDuvi8Pvev9xUvV2gzbtmwNkI0Q1VzVhMyObiLpyO6PTD41ZMmQdxKbZVmqizYBaLAwEm5Jz8WRFPvh3ow14BZGcyjB+0gYEfAdJ5k0ylITEzMn1LOXSRz8bEjmEpzEeXMIplEMAEuGv7q5JFD00KChFkdQixnUDg3YqrAMz9uj8cx0zm3y3qr4LHPa7zVlO+2A7Piu2OPng8lAq21pDJRzq/IujxD+OsKmT4iZSFpYkkqvBpeQSuZDpFyDWl2i0YSXW6uLkpb/eKwrNS5YwTCdM6k+XngaNZ451aXqZHLM4qE26M0+o6IijNVLiYPa6sq6GJNvRDzZZLAiNOmKhfrimqqPhZKk0A3jEDNwqwIBB7NgoDnCDCnEvU2Za0iuQj+PM5az29dTqApp0i9nmI7VgF7rru9jpQ1kd+6fD1N2UtqtidobK8jeLxCVZ51d/A99//2yIiV72T+JtDjTbgZ8GJDDY0LHGU5mbZ0WYVk+esGttPl9JvPhVzITso9I8zsxqipc5Un92mcWm+s2PFC1S0P0+Xv3OyZR4tJps1d8N6+Q05zUM0VL2dUjYqgy8KA8mgPxR4MZkXsIwR9INAzgaZqCisg9VOicCpMauJmbuty4ybKG00JB4TcumzjlniO27rcWE15kylhiZBbl22SguPLmCn4tEJ/YEuw6YV1GccF21HS+u9mqq3I3Z7WvPBA+kLZKN7vjhg3bcnLqYHajJOC7FEaOW3FxvFHVE/nfnCRcwHfN1f9PuPxx3KHqVKVk4T6fTBi2lMbxr+d8PSrFbwmYimxjEVzcocvT40NFkqTT7ULs+JTw43ODjUC1aco6BifUxFyhaYLqv4Siouh4hBSvUgGcfzZ6X8nxW2n4oWkkpPhG1HcCcNGjg+JXnvg1dkXNj6WcVoYTBcuVtC7O974UWqqc3YnUP7QhSKB9iiNmpl+9LW59E5CJEs/PTR/x8eBy7UHlk++dKFOuIGTRKQfeX3u90UJs5mmqfN3mgJVbx14UnbJggUr3hgUmBVvUEYbIDAQBMpLKMxIOnHM/rjsoPR+boFtjlCnv7jSJF3ALbDNKRqIAelrzNtnp26cvu9wqRBrMYgtECEKjntsmstl0EW1X/a1V/2tN2JixPItb3IJqNP6PRuVIdz643/UnA6WjRdoJTKXcRofsSL9zVJeU26q8gFe01/LBdXUX86DpT7MymAZKegEAQcChrdJUS1qp2KVK5tIun+Ia+xkD5LuvLgkjQiWTXu3XhBfMOruadOoqrmbByOMukYEy6BsY1VdUXrL7BBRbXijqoqSW2c/gJmgAf8PBbMy4IjRAAh4nID+TVJ+RXqVWNap9NDB6r9RpGgO8LDqrDZRpGDrWV2julxTdfKhW27x+I3iTsAxs5fEjyr4wNS1bOv39OuJ4iFVX/RKvmzlXFH5gvp3cvMnr5orLv/kzqgPvjIwK4NvzKDYxwkwpxLXQoZ46nKapmBg2A6glM9dtN50ntSfkOoeAYSxHUApJa4k/YnUBaSaLYAktgNo/vaTF7/v0nSzaV/OH5QLIgTyBcNC5j37Py/vK/rKUdi/TUe04yOmiuSQnOaK7clFsr1rw0Sih2PVfHpH8ruyvWtcz6AJcIcN6SZhVob08KJzQ46A5ROKaibjYgrqmp5vJiV7lKAQXY6Lp+q3KDiP9Jb2hym2sicwl9KUVyl6JUXeIICmuENUvZKCY0l/tkMSewLzNpoSQ9ElFCnEsofgebtm/zXt0UeT9r1f02xdTXuZPYF539NzE0yzBP0YHjM3NWvYi6vTiqqth5tcvnjmSNrijGHPLw8RZBaosabK0rHc+PvL9WeOZCxNOnl3+p4nggWRwzNprqm2bgPiAX1lOvLCsqT3g9OzlwSLbG27AP/ZvNIkzIpXMKMREPAUgf8SfULj2EEmXb+eI22tMI/o8x9DhZuoMIT0xyiYFybNIt0VKt5EidxxYwJc/j+nwmoqXEj6VApmh6z4kXQG6VqpuJoSJwugh2tyRLDy5bKSnbOHGXYs43aUTJoUNj/t3cuzc0oE/RjmpAX+JrNEHVJ/cBl//EvYoldrZOo9y7s8ncc74C7+pXRffBgPKHz+6ozS+vFx2XvWzhQo8WTts6WqNG9Ru6bHns4oqR+/eNee5yMCuecs4vIGAb82dv4ALhAAAa8TmDX9vhcfqrxX0N/Atk6/f452nwu/VRL4UNuBufd5nYWrBi3/osjX7ohbsaap6dnk5Cui0ER0550jMzL2Hzx4cMuWLSKRlJCQsHLlyg0bNhw6dEgkkrZt2zZ9+vR169YVFxdfd911YlB1+PDhK1euGI1GxoqZIDFI+vDDD48dO8aEiUGM+DUgsyL+MYJCEAABEAABEPBpAjArPj386DwIgAAIgAAIiJ8AzIr4xwgKQQAEQAAEQMCnCcCs+PTwo/MgAAIgAAIgIH4CMCviHyMoBAEQAAEQAAGfJgCz4tPDj86DAAiAAAiAgPgJwKyIf4ygEARAAARAAAR8mgDMik8PPzoPAiAAAiAAAuInALMi/jGCQhAAARAAARDwaQIwKz49/Og8CIAACIAACIifAMyK+McICkEABEAABEDApwnArPj08KPzIAACIAACICB+AjAr4h8jKAQBEAABEAABnyYAs+LTw4/OgwAIgAAIgID4CcCsiH+MoBAEQAAEQAAEfJqAX1tbm08DQOdBQCACs6bfd/s1dQI17qLZb26U3SoJ/Pe5IvFIqrTcELdijcmUKh5Jf/pTW0bG/oMHD1577bUiUfV///d/K1eu3LBhw8SJE0UiicmYPXv2unXr5HK5eCRNmjTJaDTefPPN4pH03//+9/Dhw+LRI2YlMCtiHh1oG8oE9Hr9UO7e0O3blStXfvjDH4qqf+wz7wc/QJpcVGPirpjIyEh3i/p2OZgV3x5/9B4EQAAEQAAERE8AZlz0QwSBIAACIAACIODbBGBWfHv80XsQAAEQAAEQED0BmBXRDxEEggAIgAAIgIBvE4BZ8e3xR+9BAARAAARAQPQEYFZEP0QQCAIgAAIgAAK+TQBmxbfHH70HARAAARAAAdETgFkR/RBBIAiAAAiAAAj4NgGYFd8ef/QeBECg7wTK0/38/OZpLQ4RLNp5ftGHHF9ztwlLeUXfKrrbAMqBwCAlALMySAcOskEABMRBoECZX+ERJczlBGSaPRIKQUBgqBGAWRkkI2oxpO83dWjl/57zC80640K85VA0ey/dM789ufjlm7nGHK+A4LDohF16c5Nn6XF/ktr+TuXbjdbWe6gJB4AeiokwIECkiFGkyNPLgQIEQGAgCcCsDCRdj8UuTw8IT6lvdYxXnrQ8y+ZfPNZUN4Eil2dmbrV9KUNbTDkro8bdH6+rG+iWPRLfJUCPREYQXycwZXWOJiYldHM3dqVey/31YL06yjgacatH3717XoCygHSxAV3mlXydMPoPAowAzMpgvg0qklL2eilrHLooMfE521dmXnltY2my/Hx+9IJ0k5OJ8hBR+Xr2RPDC2EAPhUMYEBgoApLY7RpFaqiLdGZFut/owugv2Z3MrgbNZ6FWvyJf36CJ0SlXc4tdLIdUygK18fCKFYfZi6TQNrQdjpUMlFTEBYHBSgBmZbCOHM2MjQ0h/bIkrUC5Df+Zas2eSKpISTnkJcM0aIcKwoc6gcDYHK2LyaDy4ykKbU6H4bZ6mkx+ZpP/ni122ZweEKtTlyfLhzoh9A8E+kkAZqWfAPnqfKaX/V1lOZEVLx/H5XsnhsZvM1i+cwhuOZGT8EhwAPf2uNAl6bqztoyEOT/SeQ2K+ZCSlYxiiRP2x5lfaAqLlBrKLeKw7TLwj0rZliwjnXKN9ipm4aIpf0106ESu4YC7oxJ22QvjU9Dsrz2LIWtJKC+dacsyuLcjQTonLo5IX1LOF3dYcdLec55Mh+b2AtVntUlWDozSZl31N66HoOualabPdemdIu0BEjVV6zbHh1vhsz7I2ZKa8iZr4O4A8lXssHSU98QdgRi+RkCyoOtkkMX8GT+tY7tGK3U2LlZ/k5pCacbkEF+jhf6CQK8JwKz0Gll3FSp3K2XLjNKV2WWGwuwZ1xevCZet1Ld/XlJr+QvhsrAE/XBllr6sTJcYXJcdHRSWXmH1K9K4nXmRVJ60Lr/ddtRpk2K1lhhN9lIpTVCUGbKZJ6ClLHJZyoP+NgEjf5mSs15GBYkpBd2bizqt8u4p8UcpdF1hmaE4a95w/cpwmSLLZG8RPstWyuKN0oRsQ1nhzrDrS5LCZQn6i26QGSWTzyQqqKxyfyboXHbcjESTRJXD2loWYEiNDp7p1kQSc29Bd0dn1wUn6niA1SnRM6JyzvAiL+oT7g+O3t0gW5bJEJXp8hSj2ZKa0MiX+CU9LgHW6eK5KubglTYsoUGLrmb73ECCIr5KoOtkkNlcwE/rOFydM5vm87x1+czs3p8GvsoV/QYBKwHH/0j4qU8EvtQoGEpJrMZsq95YuJi9pCpu5F8xZbI0r2y9saUzfC2bnyZJclnHS7VsSoXtLOB+tVnfso9mVLP30owdtfkfYzTcb8FLZYlsfluiKr7Q/maDltOiLrf+WJs3yylUW6OeqyHfXtk+j87aYo1pazul6zhrpDpmld5mTOPuk46ATny4WXamWsPNyvPfW1XZLp5Mx+9ra2GSp3VyaCnlxETus7buEIFv1xq5re1CIacpRtOp0trxxYVMZa02Tj5Blmmyb7gqm7koidraSdYJR4CNxctZZYXdeLW1nGJpKpsSp27iRxBwSYC7r+z/a1hvWoV16Yn1fu78b+sYoZy7JdXlXAT7/yBdzA3IgwAIcASQWfGca10Ypxhri+Yvm8E+phua+ARGeVFmOSmSlsmHd7YmVSxNJEu6/lR7UkK6NJsZC91qdda2JGUB+ytNHdsZrXuRN4Sl7FFJLDlxqbYsjl3hM7qcEgpLcwjlP0ulnknlW/V2O4mUcXOkdtLDOOnfuJMtkUjv7C3ARPVznRyGz+TE6Hfqet7WZDlRmM+sx+rYTpU3hEWvkAbVVVZ+Q9IFecZzlYmT7ZUETXmQTUyR6z7U6/NzLZK0JHvCw38Zp2JKDhmwAKe3I4ryNgLy9cx86HQF1hcksavVbPbWtvCWP1bAusm5PF3OlrM0JIfIk8vVuliVdSGL9G7SnccNiBsKBFwQgFnx2G0hCxhp50Xo+mtZZHMDN5nCpq5Zondk4zmD4UTnl7GegohMdQ0dCvjJIEtO0hqdZGFO1oLOz+WeJfrPVucvl1hy49THnT+aLecqmQmQBzmFkgZzH+SV1bYjTCY7SueUk9liE9ZD+xbz2V4CjJkSbI+JeDFnKntOhZvPaolCpY47g+Tra6sM6rAbOgS0NlnOlhtO6PK3pSTMC1Wmdi+s3szy78FXGuyHw3Ciusmf6Hi12R2T1stOo7jPEODMR2dnQ5LbytUp8vZFKwGxU4xtbC0tW7wVmhKjyVnAb/oJSTam6ZSjORMjn8mZmw5D4zPM0FEQcIMAzIobkNwrIpUEdCloauU++bipa6L8hLDwcPuvJVnVRAaL3YT1hDDFHC7GlAdlvdm76B+5LidWYslaoy53Wqz6Hdc8b5t6vCYGuJDuVmalpaWJRQ5yshE9NXan1FXXWlsdFyNfTbHT+03l26LHXT8yICg0PCw65fXy1rFxcUu7jWExV7L3DJujHYYjLCqJGyazxZ3FOr3Uh+JDlIA8ua3NeXksMyhsz73ViPBexC6Jb931I4k93Ga/P5nfpc+/1V4Ym4OG6P2CbvWDAMxKP+C5W1UiZRZkcmbH+gnHCcj1nZsWzQeT4o9KpBMkvd6QHKhQb1XQmfTEl8ob7VVdyyUxWvrlA3rsZH25/jhbShLcbRaolTcz9tfZLjmUK+ztAH9bgsRdqp3lTC9FhrJ01POFVQ2NbAlQw2dleVuVcv9uA0lGs5RW56Icx/HAyS69HwDUAAEQAIEBJgCzMsCAufABkglspsPYOe3Ct9l6PCng7vCkoo5Pc7YDaBE3AWQ8wdIkbmxIdhQuXZjJVvOVpyaqSzrtgWTiFLZoVP+R04IQc9Up9tfdlKB+n7dmKshm8ylxCyI7kyVNLS12wlrN1QYnwKfMjnPy5qoKopmyoO69BQsgncBW0RjNjkfvmw9Gj5Mr88+aDK+zDHpy1hZFkMS/Y4qpwXym+5GVSMOICs+wxJb9Zc6PGBf6SI7XDgX2wp2HJkAABEBgaBDwY39WDo2eCNkLdprIaCVpGzpzv9zBlNH8cU9clri1Ij1UnkLrywxpYe0fyt+Zsh6cklQRV3ghTzGKaTdr541TFrD9KYVs1Sf3MbxIp3i9tnChNWfBHgYUmrLe2JZmTcPwP7J9N04nXZ7Pj5oYr+dLWNtlYfMjx8WbYjXlGtti0qaSpKDIrICtlZXPMSfDPTtNSY6h+O7o2C4GPuvDzjsJTbUF7MRsKUlRRKaXh2RWlieyQMx9GdZcH77N1iO+U4tClQctbCEhT4Zvi60d1ho1HStyrGJC7Qt0iOHbZbuB+FTHRV38LdHFCzXG121rbPmuNWRWmhSVEePij6uKL2VHdqRnmo4mBClyLJRY1pIZxvkXJ4BWJYo8c2Hc2PYeWY4myBQ5HVi6vZvee+89Ie80tO2KgFQqHTNmDNiAAAgMZQLYFOUBAg4bdNvjOW4hbjHyPkMao9Zw56yws0a4Dce2DcO1r3P7jSP32Hbm8luOO/fW1uZxG3Fjs/VllV+yiQ67rcuO6iu3t08qdW6nNGu4s7snKBL3cQeKaNIUzP5IZqiNl6w1u91vbNtyad267PBsoPUqRQjvoibEFZo7FbSUqznXEhKXzR2FkpcYI5UsjHXeuiyRSEiqSNMU28QstG1I7n7rMrc/meuHI0C5upzb+W1FLZmdzLHVazKXhkkkYXELWfakY+cz28LtALCtzYqFFdvZiYVCbFi6vSk2btw4lH8dDNq+3XTTTb/85S/j4+N3797d1NTkgf/UCAECICAmAjhnxROjcXWzwvsCQ7ZqdhA/YyIJmq3KPtXY3raZP6aFpSjstfBHs9hOFmkxZcfexVWVbGGlujUrbS2Vai6h4ngsygVj9nKFnE1FsQ/7EIVqZ1nDFVtL7poVx08xqXxmXOI++zjtARtPZatmWX2MPG6rsZGX6nDOSoymqlqTyHOQ3BWp2snKuBbjcM4KX6TxM01ijJyPLpUvVhdW246taanSJkbyfLh20wqrGtvYCS7cOTaG9jKOAK3hqgrT2AEtfM+stdoNXE+3BMyK+P3MHXfc8b//+7+ffvqpJ/5vezLGqlWrRo0adfvtt3syKGKBgG8QwDSQ+H/3DhmFrqacBlvnMA0kwhH729/+dpa/qqur2b82hXq9ftYsLkUpkuvZZ5/dsWMHMyv19Y7Lr0SiDzJAQMQEYFZEPDhDTdpQMCtDbUyGXH8MBsP69euNRiPr2U9+8pOioqLQ0FCR9BJmRSQDARmDkQB2Aw3GUYNmEAAB1wTCwsJOnz69bt069vb//d//Pf74459//jlggQAIDHYCMCuDfQShHwRAwJlAenr6Cy+8wF49f/78W2+9BUAgAAKDnQDMymAfwUGk3/ngzkEkHVIHHQE25zJlyhQm+9ixY4NOPASDAAg4EYBZwS0BAiAwBAkMGzaM+RXWMbYt6MyZM0Owh+gSCPgSAZgVXxpt9BUEfInA7373u1/96lesx++8844v9Rt9BYEhSABmZQgOKroEAiBgJTBhAneQzldffQUgIAACg5oAzMqgHj6IBwEQ6InA+PHjYVZwi4DAECAAszIEBhFdAAEQcE0gODgYZgU3BwgMAQIwK0NgENEFEAABmBXcAyAwlAnArAzl0UXfQMDHCYwdO5YRuHjxoo9zQPdBYLATgFkZ7CMI/SAAAiAAAiAwxAnArAzxAUb3QAAEQAAEQGCwE4BZGewjCP0gAAIgAAIgMMQJwKwM8QFG90AABEAABEBgsBOAWRnsIwj9IAACIAACIDDECcCsDPEBRvdAAARAAARAYLATgFkZ7CMI/SAAAiAAAiAwxAnArAzxAUb3QAAEQAAEQGCwE4BZGewjCP0gAAKdBJqamtzB4WYxd0J1V8b9JlhJ9wv3RxLqgsDgJQCzMnjHDspBAAScCaxaterZZ5/t4bOfvbV48eKNGzcONLsdO3awhurq6npoiInZtGnT9OnT/f39B1oP4oPAoCYAszKohw/iQQAEHAgwF8JcglQqZSbAybJYnQF767XXXmOeZqDBsSaOHj3KmnNpWWximGAviBnoziI+CAw0gWu88BfGQPcB8UEABEDASoClKFgy44MPPnjvvffeeuutkSNHvv322+x19pCgBQsWsO9bW1sff/zxJ554YqCJDR8+nLV18uTJM2fOvPzyy3/961//85//mEymG2644ZtvvmFi3n33XVZgzJgxzDwNtBjEB4HBTsCvra1tsPcB+kEABEDARoDZlBkzZvQAhDmGyZMne4EYS58wk/Svf/3Lvq0f/OAH//3vf22v7N+/3wvOyQudRRMgMKAEMA00oHgRHARAwNsE2BKQadOmddcqe8s7TsWa5uk6xWPvVFhaBU7F2/cH2hucBGBWBue4QTUIgED3BHpYBeLliW+m5KabbupOqZfF4JYBgcFLANNAg3fsoBwEQKBbAmz+hS0TcXqbZTJ63p4zEECZI2ELe7tGFkTMQHQQMUHACwSQWfECZDQBAiDgbQIukxaCZDK6S64IIsbbw4D2QMBDBJBZ8RBIhAEBEBAZAbZkxH5xq4CZjK7JFQHFiGyUIAcE3CKAzIpbmFAIBEBg0BFwWrki4FLWrskVpFUG3e0EwcISQGZFWP5oHQRAYKAI2O8cZqtc2WoVAQ+KtU+uIK0yUEOOuEOXADIrQ3ds0TMQ8G0CzJr89re/tTJgaRUBnQoTYJ9cQVrFt29M9L4vBJBZ6Qs11AEBEBgUBFg2hR14z6SazWa2P0hYzdbkCtIqwo4CWh+kBGBWBunAQTYIgIBbBKxLVcRwpL11Woo9ukjA1TNuIUMhEBAfAZgV8Y0JFIEACHiOADt9n00Aee3U2p6FM88Ep+K5sUUkHyIAs+JDg42uiorA2sQEUekRpxjpxLtqampEpe3BBx88fbpUVJKmTo3405/+JCpJd99992effSYqST/84Q+vXLkiKklMzNatW8UmSZx6YFbEOS5QNfQJRIX/Yv6Yj8TTz2MXpo8eO0H2bZ54JGUZA59alfznP/85ICBAJKreeOONzMzMw4fjfv3riyKRdPToLU88kbdhwwb2JGeRSKqtrZ06dSqT9NRTT4lE0nffffftt99+/PHH4eHhIpHEZLDHgxcWFopHj5iVwKyIeXSgbSgTYGZFLf9Idoco+nj6PO2o5szKL1rz5t8vCkn/uEQRe9vNSnx8vCg0ETFDYDUrb7whFrOiULSblbfeeksklLZv3241K0ePHr3++uvFoOrIkSNWs7JixYqgoCAxSPrkk0+YKpgVN8cCW5fdBIViIAACIAACIAACwhCAWRGGO1oFARAAARAAARBwkwDMipugUAwEQAAEQAAEQEAYAjArwnBHqyAAAiAAAiAAAm4SgFlxExSKgQAIgAAIgAAICEMAZkUY7mgVBEAABEAABEDATQIwK26CQjEQAAEQAAEQAAFhCMCsCMMdrYIACIAACIAACLhJAGbFTVAoBgIgAAIgAAIgIAwBmBVhuKNVEAABEAABEAABNwnArLgJCsVAAARAAARAAASEIQCzIgx3tAoCIAACIAACIOAmAZgVN0GhGAiAAAiAAAiAgDAEYFaE4Y5WQaCfBMyfU0IOBTxJfk9ScA7lfNHPeJ6o/g3pT1DUJk6S33qKL6bqf3sibH9iNJlPv7X1mcd+/XN2zVmyOc9gvtSfcJ6o+x1Vl1DCIxTgR35+FLqEdJ97IqxnYjTXv69Je2Z++CT+ipifYRDs4dLN54oylkdO5XSEz1+XW3qu2TNd7E+U5pqibcvaNT2WnHu8RgSa+tOfwVQXZmUwjRa0ggBH4DLl76dwIynmU8Or1PYqGR8hczGFl1CrcIBMJ2hcBlXfQpp1nKS2FIr9IUW9QLp/CqXpP1+8teaRxbnm0THqg3/4mF0a9cPXvfvMos2Gr4WSRK1nKDqIUj4n1T5qaKO2K6RZSJo5FF8gmCRbw5drizIWzc/4fMTsNXv0X/BX6Ztrw0YJouzymdxlTxSNeGKPoYrp0O9RhTQfSUp+t14QMe2N/tuUu3RR0Ygle45zbPR7l3Oa1pcKqklIHl5uG2bFy8DRHAj0l4DJQDk3U+UyCru5PZT/aMpUUdinlPRpf4P3sX4zZX5Imucp8S7y/yEfYxiFRVBZBEX/npr6GLR/1f75p4Pv3ql+fevvQqU3XseH+tFt9y/a+sqii2vyDEKlV/Tbacp+KnyOgqwe4FqSzqDCEmqYRzrBUhi8AT6T+/jzJtkL+l0rZstuHzGsf+z7W/tyRa7q5LScXcsfCBx2DXczjbhdNvf5PUpL7pG/9jd2X+tfrngl4eS07F1PhgT+iL/BRwTKotfuia3PPQy70leovakHs9IbWigLAiIgoDeQKoT8nZQMo8RHKOcTsgiicARp1pKc/yVuf0nvpVgjGQTJld8cpt6/5J4bnSXd9tCjDx8zfCRQvkfxOiX/sssITaC4hVR4QpCR4xu1lCavubDkldSI24XTYNdy8+nS3GlLlJOdLVPwzJCThRWXBdHYXFH66vQlC2TOmoIiQk4fEUiTICAEaxRmRTD0aBgE+kYgeRvF3eqi6nD2e7SKGvoWdIBqXUsjByhyn8NeN2xEn+sOWMXhNwxY6KsHvlyhzbhlw9oI0QxVzVlNyORgF8N0e2DwqydNgriV2irNVFmwC0SBgZNyT34siKarD+1QKgGzMpRGE33xaQKm8ySbTkFiYmD+lHLuIpmY3MHXp945HHr/nR0zaKKgVUf5uRQmE0gLyxkUzo2YKvDMj9udP2Y653ZZbxU89nmNt5ry3XZgVnx37NHzoUSgtZZUJsr5FQ0XSa+ukOkjUhaSJpakIpH0n0tf/GFrysvXqf/30dtEIomo6QwlLKDhWoqbIJCmcybNzwNHs8Y7t7pMjVyeUSTc7pvRd0RUnKlyMXlYW1VBF2vqhVjdIwmMOG2qauw6RjVVHwulSaAbRqBmYVYEAo9mQcBzBJhTiXqbslaRXAR/Hmet57cuJ9CUU6ReT7HC5zC+eGMOt3P556EzlEdvWK5VPywCq2Laxu1bZl8jZeSfRpoFnrsbehnpYkMNjQscZTmZtnRZhWT56wa20+X0m8+FXMhOyj0jzOzGqKlzlSf3aZxab6zY8ULVLQ/T5e962UOPFJdMm7vgvX2HnOagmitezqgaFUGXhQHlkZ4NliAwK4NlpKATBFwTaKqmsAJSPyUKp8IkJm7mti43bqK80ZRwQMCtyzZck353lG1cNp44krv+Z59t3bRDwK3LNk2y56itjVouUNk+Kl9NSUcFu71b/91MtRW529OaFx5IXygbxfvdEeOmLXk5NVCbcdJFLmHgpY6ctmLj+COqp3M/uMi5gO+bq36f8fhjucNUqcpJA9+66xZGTHtqw/i3E55+tYLXRM3VbKf3nNzhy1Njg4XS5FPtwqz41HCjs0ONQPUpCjrG51S67MQRtqv+EoqLoeIQUr1IBlH82XndjWPvf3R17stRFzMW7/hI8NPq+OEZPorCFlNZETWsoKTjwozYhYsV9O6ON36UmvqbQEcFgfKHLhR9IMScC9GomelHX5tL7yREsjPhHpq/4+PA5doDyydfulAnDCWuVUlE+pHX535flDCbaZo6f6cpUPXWgSdllyxYsOKNQYFZ8QZltAECA0GgvITCjKQTx+yPyw5K7+cW2OYIdfqLK023/Xrt2qlvFJwSaO+yS0xjKWc3Ze0VZts5WyBCFBz32DSXy6CLar8ciFvXnZgjJkYs3/JmGTcrpd+zURnCnUzzj5rTwbLxwpxTx2keMT5iRfqbpbym3FTlA7ymv5YLqskdlkOhDMzKUBhF9MEHCRjeJkW1qJ2KdVBkE0n3D1GNz413Tp5q+PIrUWnyl1FkAZmF0DTq7mnTqKq5m1TTqGtEsAzKhqW6ovSW2SGi2vBGVRUlt85+ADNBA37vwqwMOGI0AAIeJ6B/k5RfkV4llnUqPXSw+m8UKZoDPHid/zF/cXrqrcL9de4KVms16WeRxOM3ijsBx8xeEj+q4ANT17Kt39OvJzrNDbkTcYDK1Be9ki9bOVdUvqD+ndz8yavmiss/DRB/gcPCrAg8AGgeBHpLgDmVuBYyxFOX0zR7G8lj5dkOIPa8m65X03lSf0KqezzWkNuB2A6gJbuNLuZ6Lp15I/+P8+Y9JMCOILYDKHQdWbpuZmmirDRSLRdqj/ewkHnP/s/L+4qckk3/Nh3Rjo+YKpJDcporticXyfauDROJHu5ObD69I/ld2d41rmfQ3L5XUdAtAjArbmFCIRAQCQHLJxTVTMbFFNQ1Pd9MSvYoQSGExsVT9VsUnEd6S/vDFFvZE5hLacqrFL2SIgU4nnXSo+kP122LjUl+43Tdpf9YMyrsCcyvr1Gu/XPYrlVT/QXAJFtKSnZwn4yySqjJ+szJVu4JzNH3k3EeZc4WQFJ7k2PmpmYNe3F1WlG19XCTyxfPHElbnDHs+eUhgswCNdZUWTpWZX9/uf7MkYylSSfvTt/zRLAgcngmzTXV1m1APKCvTEdeWJb0fnB69pJgka1tF+42GtiWYVYGli+ig4CHCfyX6BMaxw4y6fr1HGlrhXlqoP8YKtxEhSGkP0bBvDBpFumuUPEmSuSOGxPgujF43tYjR7ZGXXf6lWfm8seszH5yq+E/D7985OXf/cz6YEOvX/6kOkzVBTS8iCLv5s9ZkVJCASmPUvGzAp/mF/ibzBJ1SP3BZeFsp8uksEWv1sjUe5Z3eTqPd5Bd/EvpvvgwTsik8PmrM0rrx8dl71k7U9AJKUtVad6idk2PPZ1RUj9+8a49z0cEcs9ZxOUNAn5tbLM/LhAAAa8TiAr/hVr+kewOrzfsqsHT52lH9fTRYyf8ojVv/v2ikPSPSxSxN/CpVcl//vOf4+PjRaGJaMGCBZmZmYcPx73xhjB7ertyUChueeKJvA0bNrz11lsiobR9+/apU6cySUePHr3++uvFoOrIkSPffvstO29nxYoVQUGiWGPyySefMFWFhYVi4CN+DcisiH+MoBAEQAAEQAAEfJoAzIpPDz86DwIgAAIgAALiJwCzIv4xgkIQAAEQAAEQ8GkCMCs+PfzoPAiAAAiAAAiInwDMivjHCApBAARAAARAwKcJwKz49PCj8yAAAiAAAiAgfgIwK+IfIygEARAAARAAAZ8mALPi08OPzoMACIAACICA+AnArIh/jKAQBEAABEAABHyaAMyKTw8/Og8CIAACIAAC4icAsyL+MYJCEAABEAABEPBpAjArPj386DwIgAAIgAAIiJ8AzIr4xwgKQQAEQAAEQMCnCcCs+PTwo/MgAAIgAAIgIH4Cfm1tbeJXCYUgMPQIRIX/Qi3/aMzNouhZdQPtqJ4+euyEX7TmRQSLQtJ3/6WIvYFPrUr+85//PG/ePFFoInryySczMzMPH47bufOiSCTFx9/yxBN5GzZs2LNnj0gk5efnT506lUl66623RCLp+PHj33777ccff7xixYrbbrtNDKrOnz9/5MiRwsJCMYgRvwaYFfGPERQOTQLMrPz1b/Xi6VvQnZOYWSl9t1g8kq695hpmVnbs2CEeSUzJ1q1b1617SlSStmx5Ze3ataKStG7dui1btohKkkKhYGblb3/7m3hUBQcHw6y4ORwwK26CQjEQAAEQAAEQAAFhCGDNijDc0SoIgAAIgAAIgICbBGBW3ASFYiAAAiAwuAlYDkX7+fmlVzj2oiKdvVbet55VlPexYt+aQy0fJgCz4sODj66DAAj4HoGU7VqLR3rNXI7c4JFICAICVyUAs3JVRCgAAiAAAkOFQIxCUaBUHfKMXRkqUNCPQUAAZmUQDBIkggAIgICHCETnlKt1sSptNxvRyjezmSLrFd1epl7LzR5t7pjw4aaN/NLzWFolhSgltOu8koeEIgwI2BOAWcH9AAIgAAK+RCAk2ZimU67uOhlk0c7zCyUjO3yLu8qnKEfzfiUwtrBcTamh/GKX8nR5ikLbkByf3MZeJDUrnRziS/TQV4EIwKwIBB7NggAIgIBABOTrjequk0H1hsICtXG9vF2U1dPs5xMq3PeUsj09fV5oSowmZ4FEIOFo1ncJwKz47tij5yAAAr5KQJ7cdTKo3qzjp3VsV2hqJx7e36SkFCg022NhVXz1thGy3zArQtJH2yAAAiAgDIEuk0EWc6V1WsfhsiVa6rm3iXRmEZ26LAw5tCoIAZgVQbCjURAAARAQmIB8sYbbGbSdNyFEEukUospuvIhFu1qpi9EYtYoUeV8PZRG4u2h+cBOAWRnc4wf1IAACINBHAoGxOVqFrkDXXj0kThNjv/C2nG37ieY3OVsOqZRsOcvhWPmCHE1MSqh1Z1CgVNGtuemjIlQDge4IwKzg3gABEAABHyUg4cyHre+S2MMNGlIGtC9aCa3UNhSytbQV6QGxOnV5Mr/yVhK7XaNIDeVMTGBYNDM3o9sNjY8SRLe9RQAPMvQWabQDAiAAAiAAAiDQJwLIrPQJGyqBAAiAAAiAAAh4iwDMirdIox0QAAEQAAEQAIE+EYBZ6RM2VAIBEAABEAABEPAWAZgVb5FGOyAAAiAAAiAAAn0igAW2fcLm/UoWQ3rJyOTFMr5ltqUwNIXkmSZj4mRnKZZD0fzSfY89sIM92Mz+IEu+PUnQjNCwOXGJCyOl/h5kwR5NEqAkTcNh7ohMvl2F5svC2EBPNOEAsO8BN23a1PfKqDmkCYwePTowMDAgIOC22267+eabB3tfL168mJ+fz3px6623Ll68eLB3B/oHPQGn4wrxoygJGNkTwyjNdrYk/yO7QjIru8ht0CrYO8yseOpizwRhV+TyzMyttq/EuBAp9+qEuEKzp9phcRq4XZQxmgY+JN8uMyseie8EsO8xN27cOOj/z6MDA09g9uzZRUVFfb/PRFDzwoULVk779u0TgRxI8HUCmAYa+N9bA9dCRVLKXvPAhbePHLooMfE521dmXnltY2my/Hx+9IJ0U+uASJCvZ/85PZRWGRCBCAoC3RJgToX5lUceeeT3v/89MIEACPSfAMxK/xkKFGFmbGwI6ZclaeuEEeA/U63ZE0kVKSmHvGSYhOmnY6sbNmzw9T9w0P9uCFRVVR05cmTz5s2xsbE33XQTu3GYZVEoFMePHxfDrQsNIDCoCcCseGL46rXRfn7pFWQ5kRUvH8cd/zgxNH6bwfKdQ3DLiZyER4L50yHHhS5J1521ZSTM+ZHsxdCsM53lzYe4cySjWOKkgp15zVaoEKVyz0O1nn7NXf5RKduSZaRTrtFexSxcNOWviQ6dyDUccHdUwi57YWyZiJ8fOzzbYshaEspLZ9qyDB2N9ExHOicujkhfUs4X50PN0zpU5cl0aG4vUH1Wm2TlwCht1lV/47oRtmaFVdXaPTWt6XNdeqdIe4BETdW6zfHhVvisD/LohF3lTdbA3QHkq9hh6SjviTsCMXyQQFBQUHR0dEpKikajKSsrmzVrFoNw5cqVhQsXfvDBBz4IBF0GAQ8SgFnxGMzK3UrZMqN0ZXaZoTB7xvXFa8JlK/Xtn5fUWv5CuCwsQT9cmaUvK9MlBtdlRweFpVdY/Yo0bmdeJJUnrctvtx112qRYrSVGk71UShMUZYZs5gloKYtclvKgv03xyF+m5KyXUUFiSkH35qJOq7x7SvxRCl1XWGYozpo3XL8yXKbIMtlbhM+ylbJ4ozQh21BWuDPs+pKkcFmC/qIbZEbJ5DOJCiqr3J8JOpcdNyPRJFHlsLaWBRhSo4NnujWRxNxb0N3R2XXBiToeYHVK9IyonDO8yIv6hPuDo3c3yJZlMkRlujzFaFPOytDIl0zcuy4B1uniuSrm4JU2LKFBi65m+9xAgiIgwAjcd999er3+pZdeYt///e9/f+KJJ9i/IAMCINB3AsjpeoDAlxpuUaskVtO52rSxkFs+rypu5MObMtljNWTrjS2djdVyi0klyWUdL9WyKRW2oFTLVpda37KP5mqBrXUh6qWyRLZzRqIqvtAe2nGBbW0e++vOIVRbo56rId9uXZvLr2llJbS1NmmNOs4aqY5ZpVsXuna3Ytda3boM1mF5bHs0ngzfKVtbJE/r5NBSyomJ3GdtvfsFthcKOU0xmk6V1o4vLmQqa7Vx8gmyTJP9SFZlMxclUXcsQHYC2Fi8nFVW2I1XW8splqayKfHATYEQIMAIPPvss9bfzsy4DC4gWGA7uMZryKtFZqXvPs+55sI4xVjba/6yGexjuqGJT2CUF2WWkyJpmXx4Zx2pYmkiWdL1p9qTEtKl2cxY6Fars7YlKQvY08LUsZ3Ruhd5Q1jKHpXEkhOXasvi2BU+o8spobA0h1D+s1TqmVS+Vc+nHayXMm4Ov7uHv/xlYZz0b9zJlkikd/YWYKL6uU4Ow2dyYvQ7dXZiXAS0nCjMZ9ZjdWynyhvColdIg+oqK78h6YI847lKx13cQVMeZBNT5LoP9fr8XIskLcme8PBfxqmYkkMGH1qA09uhQ/neE1i9ejXbz8zqabXa3tdGDRAAgXYCMCseuxVkASPtvAhdfy2LbG7gJlMs5s/YNM3IxnMGw4nOL2M9BRGZ6ho6FPCTQZacpDU6ycKcrAWdn8s9S/Sfrc5fLrHkxqmPO380W85VMhMgD3IKJQ3mPsgrq23LQSY7SueUk9liE9ZD+xbz2V4CjJkSbI+JeDFnKs09rpIxn2W/6EOljgeuyNfXVhnUYTd0CGhtspwtN5zQ5W9LSZgXqkztXli9WUcUfKXBfjgMJ6qb/ImOV5vdMWm97DSK+ywB5lSYX2Hd/+ijjyoqKnyWAzoOAv0kALPST4Cd1aWSgC6xTK3cJ5/ZXMD+zU8ICw+3/1qSVU1ksNh9Sk8IU8zhYkx5UMZmKdy+/CPX5cRKLFlr1OVOi1W/45rnbVOP18QAF9Ldyqy0tDSxyEFONqKnxu6Uuupaa6vjYuSrKXZ6v6l8W/S460cGBIWGh0WnvF7eOjYubmm3MSzmSvaeYXO0w3CERSVxw2S2uLNYp5f6UNyXCbCZoJ/85CeMQHFxsS9zQN9BoD8EYFb6Q8/NuhIpsyCTXRzgxs0yrmerWdov88Gk+KMS6QRJrzckByrUWxV0Jj3xpfJGe1HXckmMln75gB77WF+uZ7syY4K7zQK18mbG/jrbJYdyhb0d4G9LkLgJ1a6Y6aXIUJaOer6wqqGRLQFq+Kwsb6tS7t9tIMloltLqXJTjONeLk116PwCocTUC48ePZ0UuXbp0tYJ4HwRAwDUBmBUv3BkBkglspsPYOe3Ct9l6PCng7vCkoo5Pc7YDaBE3AWQ8wdIkbmxIdhQuXZjJ1rqWpyaqSzrtgWTiFLZoVP+R04IQc9Uptvh0SlC/j7E3FWSz+ZS4BZGdyZKmlhY7Ya3maoMT4FNmx0Uh5iqWGp8pC+reW7AA0glsFY3RbLeNmb1oPhg9Tq7MP2syvF5OlJy1RREk8e+YYmown+l+ZCXSMKLCMyyxZX+Z8yPGhT6S0/PqGS/cLmhi6BGYMIH9CqDm5uah1zX0CAS8QwBmxQuch4cq1OxAlMw9hk4f8Z0pJzXL8rk0tD0DYNauUepIkZWmkFjTJAXKpIOOH+tcBqKHSxq7hdv/rD1oZw8mK1SzyLQ10/7guKaSnJTjJFsdaX3OUJ8vS0mKanU5O/JfNcdqNPwlY9maj3JT5zSKWXdQ4xzfkp1td4icVYxicVTPK3QkM5VxZMnebb+12Gw4pDO3Tplyp7//LayRpka7KbCmo1ksLFFji/0CFBvACVFxMWRJzcyv61Rn4aqYWx8M7SeWPvNExSFMYNKkSax3yKwM4SFG1waaAMzKQBPm4g8PScxJk5s2h0+Zl64tMRiO5sRHRCZVsA3DyYpRXAE2AaQsoMg9mdb9KSxNwu0MWmQ7nVYiYRtx92bnlBhM9d2v/5wQp97eOanEd0wat1sTS1rlzOik/TrDCb12c/SUyCyaoc5Z3rsPZePrWVnbOr5SE6Ll4wIi08vZs4EOJXYEsnqy/OjZ8TlHWR/zk+aFJxK3scjhkpAhNjx6s1ZvE7NQk7ngakt0RimStbF0UBluAxgWGl8iV+eqZCSNWswayYmLTeHYlmizloUHraiOWsiyJ7YFKE4AJbFbNSx9FS8Pj9/VjiVUkWMJ6TUWb9w9aGPwEwgODmadQGZl8I8keiAcgSG/OdsbHXQ4TaS9wa4PFGwwZKtmB/Efy5Kg2arsU+yIEP4y88e0OD2VkD+axXaySIspO/YurqpkCzs6hD81pOOBfw4dbKlUh3ANODzI8IIxe7lCzuWhSRqiUO0sa7hiq9Tt4Si25yZaz1lxvKTymXGJ++zjtAdsPJWtmmV9xqE8bquxkZfqcM5KjKaqWpPIc5DcFanaycq4FtP1QYaNn2kSY+R8dKl8sbqw2nZsTUuVNjGS58O1m1ZY1djGTnDhzrExtJdxBMi32FhVmMYOaOF7Zq11yRs3C9rwQQInTpxgd9n06dMHUd9xzsogGixfkOrHOimcU0LLPkWAHbcfoCRNw+HYqyVSfAoLOjv0Cbz33nszZsxgZsXqWgbFdfHixVtu4WZY2VOXFy/mzrjEBQICEsA0kIDw0TQIgAAIgAAIgMDVCcCsXJ0RSoAACIAACIAACAhIAGZFQPhoGgRAAARAAARA4OoEYFauzgglPERAEnu4rQ0LVjxEE2FAAARAwHcIwKz4zlijpyAAAiAAAiAwKAnArAzKYYNoEAABEAABEPAdAjArvjPW6CkIgAAIuCZQV1f32muvuUOHbcN2s6Q70VAGBNwkALPiJigUAwEQAAG3CDQ1NbFP9KsWZcXefvvtqxbzToGxY8cyCyKVSg8cONBdi9bTYqwHxnhHFVoBARsBmBXcDCAAAiDgSQL+/v7sg599qHdnWZhN2bRpE3MGkydP9mTD/Yu1ceNGll954oknuloWm01h3zz++OPM2fSvKdQGgV4TwAm2vUaGCiAAAiDQMwHrpzsrwz77N2zYwEyA7QRb5mOYU2GvTJs2zZ0EjDdRs5TJyZMnrS2OHj36yy+/ZN/ceeedZ8+etckwm80wK94cFLRlJQCzgjsBBEAABDxPwP6Dn1kW5lFYHoXlVJhNsTbGjt4X23yKzWN1h4OlVbBgxfP3CiK6QQBmxQ1IKAICIAACvSTA1qPMmTOnu0r33nvvmTNnehnSG8XtPVbX9pBW8cYYoA1XBLBmBfcFCIAACHiewG9/+9sxY8Z0F3fVqlWeb9ITEdnKlR7SKpgA8gRjxOgLAWRW+kINdUAABEDgqgTYjInL5xUzE2ObDLpqEO8X6C65grSK98cCLdoIILOCmwEEQAAEBoQAW6py0003dQ0t2rSKVarL5Ao2AQ3ILYKgbhOAWXEbFQqCAAiAQC8JdPUlzL4wE9PLMF4tzjIrbKeSU5M9TA95VRwa81UCMCu+OvLoNwiAwMATYGbFKbnCXmEHsQx8y/1qwcmaIK3SL5qo7AkCMCueoIgYIAACIOCKAPMlbKWt/TsiT6tYpTolV5BWwd0tOAGYFcGHAAJAAASGMgH7T/pBlKKwyR5EmofybeTzfcNuIJ+/BQAABEBggAmwbIr1mTuDa0ONdVvQ4NI8wCOJ8IIRQGZFMPRoGARAwEcIWKd+2KrVwXVOCUuuIK3iI7eo+LuJzIr4xwgKQQAEBj0BlqVgn/1iO1//qljZ8wHEvxz4qr1AgSFAAGZlCAwiugACICB2AuwUuMGVVhE7UOjzMQIwKz424OguCIAACIAACAw2AlizMthGDHpBAARAAARAwMcIILPiYwOO7oqGwCuvvCIaLRDSCwK33Xbb119/3YsKA19UhJJ+/OMff/vttwPf9UHfwlNPPTXo++CVDsCseAUzGgGBLgSiwn/xwIg/iwfMZ9+Fjh47wb/+dfFI0lXf+tSq5H/84RnxSHrrzA0vvLx/7969gYGBIlFVU1OTkJCgVsf95jfNIpH07bc/vOuu3A0bNjzyyCMikcRkMP/08ccfBwUFiUfSl19+WVhYKB49YlYCsyLm0YG2oUyAmRW1/CPZHaLo4+nztKN6OjMrv2jNm3+/KCT94xJF7A20mpXUWf8RhSai/3nhJ1azIp5DXZ9//nmrWfnww4siobR27Y+tZuXo0aPXX3+9GFQdOXKEZXqYWVmxYoVI/Monn3zCVMGsuHl7YM2Km6BQDARAAARAAARAQBgCMCvCcEerIAACIAACIAACbhKAWXETFIqBAAiAAAiAAAgIQwBmRRjuaBUEQAAEQAAEQMBNAjArboJCMRAAARAAARAAAWEIwKwIwx2tggAIgAAIgAAIuEkAZsVNUCgGAiAAAiAAAiAgDAGYFWG4o1UQAAEQAAEQAAE3CcCsuAkKxUAABEAABEAABIQhALMiDHe0CgIgAAIgAAIg4CYBmBU3QaEYCIAACIAACICAMARgVoThjlZBAARAAARAAATcJACz4iYoFAMBEAABEAABEBCGAMyKMNzRKgj0k4D5c0rIoYAnye9JCs6hnC/6Gc8T1b8h/QmK2sRJ8ltP8cVU/W9PhPVIjGbSFlO4VRtPzPRfj8TtfZDvL5mNh7eujvn1z9n1yJK0fYaaS72PMlA1zCWUMI/G+ZEf+5pISUUD1dBV4zafK8pYHjl1ErvC56/LLT3XfNUqA16guaZo27J2TY8l5x6vEYGmAe+0SBqAWRHJQEAGCLhN4DLl76dwIynmU8Or1PYqGR8hM/skLqFWt2N4vKDpBI3LoOpbSLOOk9SWQrE/pKgXSPdPjzfV64DlpRScR41jSPO/vLZXqUpFMiF++f3nL4fXzFXmnr89JlXzh48//viDI+rI695NUm7+49e97pWnK7SepaQwSvqYlFupqo3a2Nc5ypzt6Wbci3f5TO6yJ4pGPLHHUPXFF1/o96hCmo8kJb9b717tgSn1b1Pu0kVFI5bsOc4kfaHfu5zTtL5UUE0D01NRRhXi/6soQUAUCAwWAiYD5dxMlcso7OZ2yf6jKVNFYZ9S0qcCdaKZMj8kzfOUeBf5/5DXMIzCIqgsgqJ/T00CibI2q91P6h+QcTWp7iLJMEGl0D//9Ma7d27QbF00Vep/HSflmutu+/nvtu6Mu/i/+QZBMbVWUNhiCt1HhetJPpaGC8vpckWu6uS0nF3LHwgcdg13M424XTb3+T1KS+6Rvwql7HLFKwknp2XvejIk8Ef8DT4iUBa9dk9sfe5h2BVvDArMijcoow0Q8CABvYFUIeTvFHEYJT5COZ+QxYMtuR9qBGnWkpz/JW5/Se+lWCMZhMuVm0pIM5oKf9UFl/td82TJm8PS9i2ZfKNzyNG/fDTyHcPHwuWg6iluITfjoxjryd72OVbz6dLcaUuUk52tZfDMkJOFFZf7HLc/FZsrSl+dvmSBzFlTUETI6SMCaepPfwZfXZiVwTdmUOzjBJK3UdytLhgMZ79Hq6hBVHSupZEC6vkHpZyn7F8JnSe4OoHrhnXxeVev5LkSht0UsJsUozwXsX+Ras5qQiYHj+ga5PbA4FdPmgRxK7VVmqmyYBd3c2DgpNyTHwuiqX+UB1ttmJXBNmLQCwLdEDCdJ9l0ChITH/OnlHMXyVx87HhDpelTGh5CUm801b82vj79zpGp90/qmNXrX7Be124i3X6KntnregJVOGY6J1DL3Td77PMa0WkacoJgVobckKJDPkmgtZZUJsoRTxbhCpk+ImUhaWIFswvV52kKbwAsX1B8RscepVKyCLUPyMWd+Z9Lf3l3a/JL16WvfXS0QDfu55TzID9GTaRdQ8EB3D6g4EdI+7lAeohG3xFRcabKxeRhbVUFXaypvyiAMklgxGlTVWPXlmuqPhZKkwAYBGwSZkVA+GgaBDxDgDmVqLcpaxXJBV5AynUnaz1vCxJoyilSr6dYgfIFTInZRNKbiG1TCi2myMf5fUCpFHcDxR0ks2fA9z3KF68/wu1c/nnojNh3bnhKq/71bX2P1b+ali+J7iRJPSXMIsNoMpi5fUDGrdSQRukV/Qvd19qjps5VntynOeM4t9JYseOFqlsepsvf9TVuf+pJps1d8N6+Q05zUM0VL2dUjYqgy5gG6g9ct+rCrLiFCYVAQLQEmqoprIDUT4nCqTBKiZs5W9C4ifJGU8IB4bYuXyH2Z3Dlh6Ri25RUpJDwA/hDkodS4VRK+KPA4zlp0TG2c9n4x4Lc1EmfbU/bcUKwrcst3xCdpfR11LiS8p4mCb8RyP9OSjxM0t2kFyKLQSOnrdg4/ojq6dwPLnIu4Pvmqt9nPP5Y7jBVqnKSUAM3YtpTG8a/nfD0qxW8JmquLspYNCd3+PLU2GChNPlUuzArPjXc6OxQI1B9ioKO8TkVQVdodsXqL6G4GCoOIdWLZBDkz85vuPRJ1tsUHets44ZPoNA/kEkE98J1/tL7H1mV+9Ksiy8u3vHBfwRRZGH7xwoo+wbKWeDcftgs0pwQRBSNmpl+9LW59E5CJDsT7qH5Oz4OXK49sHzypQt1wujhWpVEpB95fe73RQmzmaap83eaAlVvHXhSdsmCBSveGBSYFW9QRhsgMBAEyksozEg6ccz+uOyg9H5ugW2OIKe/jKQpTFMoxblcC9JM1S7WHwzEKLkR87aH1/7vL984ahBk77J0AqcwaZnr3d3as27oH5giIyZGLN/yZhk7f+20fs9GZQi3WekfNaeDZeOF27Y0YnzEivQ3S3lNuanKB3hNfy0XVNPA0BdfVJgV8Y0JFIGAGwQMb5OiWtROxdoJ2UTS/cON/gxAEfksohZuMsjlNZw7bUws142T7pn6x6+/EkKO5H6KJGpkk0GuLsm1Qmjqrs3qitJbZoeIasMbVVWU3Dr7AcwEDfh9ArMy4IjRAAh4nID+TVJ+RXqVWNap9NDB6r9RpEBnrYSFUqSJyl25lZbRJBVoQ7VLVv+p++J06M3CZAwmUOJzlO9quqflO4q+y+M3b58D1he9ki9bOVdUvqD+ndz8yavmiss/9ZmwqCvCrIh6eCAOBLoSYE4lroUM8dTlNE3BaLEdQCmudro2nSf1J6S6RyBht1JiBGWecn5kkrmCTGEk87ootgNoSc7pf37fpeFLn76xt2ze3DChdgSFLaMpqaStcxT2DeWzk+LEcv5Kc8X25CLZ3rVhIvKYzad3JL8r27tmmog0ef2u9lqDMCteQ42GQMADBCyfUFQzGRdTUNddys2kZI8S9EAjvQ4RF0/Vb3EPC9Rb2p1BK3sCcylNeZWiV1LkDb0O6KkKYb+h6GqKLiHLFT4kU1VC4dWUHeqpFnoRZ9KcbQ9/mREbm/KG0XzJupr2P+wJzG+sWfTcn2fuXPVQl2P4exG7f0UnULaWEheQ9kx7HEsFJcyk61+iMEGeEtRYU2XpWJX9/eX6M0cyliadvDt9zxPBwu3Nb66ptm4D4q7LX5mOvLAs6f3g9OwlwSJb296/W0G8tWFWxDs2UAYCLgiwA80+oXHsIJOuX8+RtlaYpwb6j6HCTVQYQvpjFMwLk2aR7goVb6JEoc46s7IbRsnPUeJwitvCE8sg3TVkfFygc+punDTvxWNHMmZd937uM4/xx6zMXrL1j/95OPPIy7GT+AcbCnZJF1D1XjLvpHF+3KFwYVsodC8lhwij5+JfSvfFh7EtN5Mmhc9fnVFaPz4ue8/amYHCqLG2aqkqzVvUrumxpzNK6scv3rXn+YhAMa18EpLPwLft18YOAMIFAiDgdQJR4b9Qyz+S3eH1hl01ePo87aiePnrshF+05s2/XxSS/nGJIvYGPrUq+R9/eCZ1ljDberuC+J8XfvLCy/v37t27ceNGUWAiev755xMSEtTquA8/FORQFBcY1q798V135W7YsOHo0aPXX3+9GEAdOXLk22+/ZWfbrFixIihIFGtMPvnkE6aqsLBQDHzErwGZFfGPERSCAAiAAAiAgE8TgFnx6eFH50EABEAABEBA/ARgVsQ/RlAIAiAAAiAAAj5NAGbFp4cfnQcBEAABEAAB8ROAWRH/GEEhCIAACIAACPg0AZgVnx5+dB4EQAAEQAAExE8AZkX8YwSFIAACIAACIODTBGBWfHr40XkQAAEQAAEQED8BmBXxjxEUggAIgAAIgIBPE4BZ8enhR+dBAARAAARAQPwEYFbEP0ZQCAIgAAIgAAI+TQBmxaeHH50HARAAARAAAfETgFkR/xhBIQiAAAiAAAj4NAGYFZ8efnQeBEAABEAABMRPAGZF/GMEhSAAAiAAAiDg0wT82trafBoAOg8CAhGICv9FbU2NQI27aPauu+8ZPXZCSZFOPJKGDf/RU6uSX34xWTySmJKMnfsTExNFJSkrK2vt2sWikrRu3Y4NGzZce+214lEVExPz8ccfm81m8Ui6++67CwsLxaNHzEpgVsQ8OtA2lAn861//GsrdG7p9a25uHjFihKj6J0JJouIjZjE33XSTmOWJRxvMinjGAkpAAARAAARAAARcEMCaFdwWIAACIAACIAACoiYAsyLq4YE4EAABEBhyBCzaeX5+funljh0r3+znt9npNXe7bqkot7hbFuUGJQGYlUE5bBANAiAAAoOcQErmIc8YDMuh6IDtIlo2O8jHRaTyYVZEOjCQBQIgAAJDmIAiRqGLVWnrh3AX0TVPEoBZ8SRNxAIBEAABEHCLwJwcY5pOuVrrOrtSr41mM0XWq2NuiJsn8ovu8Df8XNI87acsrRKrowJlQOdbbrWPQoOLAMzK4BovqAUBEACBIUJAvt6oLlCquk4GVaT7jS6M/pKdAsauBs1noVa/Il/foIlp9zeWQyplgdp4OPaeBYUNWgXFaBraCmMDhwgZdKMrAZgV3BUgAAIgAAKCEJAnl6u7TgaVH09RaHM6nIckdrtGkZrJJ1T47wuU+ZvTWTZFXZ4sF0Q1GhWCAMyKENT70KbFkL7f1FGvPJ3LjYZmnXERiK0149bZV/ShDddV+NSr0xUQHBadsEtvbvJYK3yg9ryuNS3smPLtd0MOAPsdDQFAAAQ8QiAkuctkkMX8GeliAzp/6YxWdh6rHBibo1WkpKZQmjE5xCMKEGRwEIBZGRTjVJ4eEJ5S3+qotTxpeZbNvwx0NyKXZ2ZutX0pQ1tMOSujxt0fr6sb6JY9Et8lQI9ERhAQAIF+EegyGWQ2F5BC22CdBOq4Oqd4zOd56/KZ2TNbifqlHZW9RwBmxXusPd9SRVLKXi9t2AtdlJj4nO0rM6+8trE0WX4+P3pBusnJRHmon/L17NcUJqE9RBNhQEC8BORxWm5nUOZnVolSaQzpznfzm60iPTSV1OXdLHYRbx+hrL8EYFb6S1Cw+jNjY0NIvyxJK1Buw3+mWrMnkipSUg55yTAJhhoNgwAIDCQByYIctnJWV2BtQxK7Wk2poba5bH5q23qCXHm6nC1naUgOcVjsIpFOoQIxPZ9wIFn5bGyYFU8MPb/Ljv3XspzIipeP46ZaJ4bGbzNYvnMIbjmRk/BIMD8TOy50SbrurC0jYc6PdF6DYj7EduL5RbHECVsY7xeawiKlhnL79mwr5/2jUrYly0inXKO9ilm4aMpfEx06kWs44O6ohF32wvhlImylvcWQtSSUl860ZRncS7BK58TFEelLrGdHOqw4ae85T6ZDc3uB6rPaJCsHRmmzrvob10PQdc1K0+e69E6R9gCJmqp1m+PDrfBZH+RsSU15kzVwdwD5KnZYOsp74o5ADBAAgd4Q4FfO2iqEJLeVq1Pk7atWAmKnGNvYWlr2CyQ0JUaTs0DCFbQudhnNm5iQMDWlsN+PHlyr1xvxKOsVAo7zgvipTwS+5P6bKRbGSiYo1NriMkNh9tIw9v9Jsry4sT1ei3EL94o0Rq3Rl5XpsuNmsJ/k6vKW9vfP5UWy4Z6VV2v92cz/v43RcD9eqCozZDNPQEuzywxllV+yKkY1/25DW4txvYz7Q+Rw5/wut4uPWJq0oyNmTSxraoIicV9hmaFYk6aQsgqzMysvdWwLjGGhYmMlUkWapthQVrgzjpeuKr7QHsGYxt2InQEdCNXmzWRvJpZx/WC7Cq2q7C4rmfbpZ77AZLlcIglbml3I2trKiaEQdWU7BocIfLsKTfv2xbZaLdcPyYy4bB0PkK2tk4Rlm/i2LhSrJrAfI/k+snfzEmO4wPLtlfy7XQEywoVxXJWwuJ12WBbywHGBAAiAAAiIjACJTM/glMN/JDPPoDHb9DcWLmYvqdrdiimTbbGTrTd2eBNWrJb75JYk8x/z3FXLplTaP9etb9lH491JmrEjus2stLVdKkt09BaOZqU2b5ZTqLZGPVej/YPc6jBYY9rOj+lGHWeNVMcarc31aFas1a2Wwj2zwppO6+TQUsqJidxnbb17s3KhkNNkdW/Wy9rxxYVMZa02Tj5Blmmyv3mqspmLkqh5t8J1whFgY/FyVllhN15tLadYmsqmxD6U8/cnTpzwyt8RaAQEBorAT3/60/vvvz86OjohIWHv3r093e54DwTEQQDTQJ77dbAwTjHWFs1fNoMZmIYmfo6jvCiznBRJy+TDO1uTKpYmkiVdf6p9Mki6NJsZC91qdda2JGUBS4qqYzujdS/yhrCUPSqJJScuVd/UtdQZXU4JhaU5hPKfpVLPpPKterudRMq4OVwqwnr5y8I46d+4s25WIr2ztwAT1c91chg+kxOj36nreVuT5URhPrMeq2M7Vd4QFr1CGlRXWfkNSRfkGc9VJk62VxI05UE2MUWu+1Cvz8+1SNKS7AkP/2Wciik5ZMACnN6OKMoPOgJ///vfP/roo8LCwuzs7KVLl06bNq2goH3ByKDrCwT7CAE/5pl8pKsD2E22MmO00ry9svJZ9sd5+8U9WyvWnGliH6JsqjVAWRCXbYgNshdRp09YkhWwp7ZsacdH8Pn8qInxepYRWFhoel3BT8xaL3awSmgKy6yst56BxP/IJlwOczMjbL2GfkVQVC4llpozZw7n22XHJbWxQwgs7AjqedrkU23qXzr0ni0HCU1l6RC214bXdi6z0pTYKd2xO3xhbhrI1akG1q7ZhSKbKr5FPhRpGwq5aWa+sFMB/jyV0NTYwgaNQuJQwE6ktYy1le6HsbXJUldd1dBg/rjS9JFBX1BuJjU/1d0FIFvFIk8JW1+YPMPfLlyrKTcqqYBNaWWG2ZnKru299957J0+eHMDbCaFBYIAJ1NXV/b//9/+qqqq+/fZbW1MxMTGHDx8e4JYRHgT6SkAcCZ5BrsJhZUZ7X+ymY/g5iO6uzskdVrE2bw5XLnKP09qJ7qeBrK2xT3FmBiYnGy+12U8DOa9f6cBstxyk27kb26yTG2tWkvkJKvemgdbbJrM6Zmg616Z0Ow3ktH6ly+3SaLQuf+EvyV1hcc/lqZeyb5lZcTENZMXSzdW5SmaQ35SQDwJXIXDlypUzZ848/fTT9n4F1EBAnAQwDdRXl9eLehIpsyCTMzvWTzjeCe3JEi6c+WBS/FGJdIKk1xuSAxXqrQo6k574UnmjvbBruRRBi+OmpF4Iv2rR+nL9cbaUJLhzdsapSmtLk9MrZ7sc5XSFlQjwv+GqjXVbwPRSZOganeT5wqqGRrYEqOGzsrytSrl/t+Ulo7kMl21RjuN44GSXvg8Eag4uAtdee+299967c+dOtgxrwgS24JzYZNC8efPE1gs2aWW9xCYMerxJAGbFC7QDJOz3wBljtePD0FuPJwXcHZ5U1PFpXqdNWqSTLMwxnsiJlbixIdlRuHRhJlvrWp6aqC7ptAeSiVPY5I7+I6cFIeaqUyz/MCWo3w/9MhVks7Mk4xZEds5YNbW02AlrNVcbnACfcjoOwVxVQTRTFtS9t2ABpBNYLsRodgRoPhg9Tq7MP2syvM52LyZnbVEESfw7JnAazGe6H1mJNIyo8Ey1YwlzfsS40EdyvHYosBfuPDQBAu4QmD59+rlz5+Lj461+RWzrV1599VWJRDJ27Fh3+oIyQ5UAzIoXRnZ4qELNDkTJ3GPo9BHfmXJSsyyfS0PbMwBm7Rr2/AtFVppCYk2TFCiTDjqu9eQyED1c0tgtbP9zufagnT2YrFDNItPWTPuD45pKclKOk2x1ZOcilT4xsJSkqFaXU0imao7VaPhL2C+T4+Wmi7ZwZt1BjXNsS3a23SFyVjGKxVHd5mb4+pKZyjiyZO+2P1HGbDikM7dOmXKnv/8trEhTo915LU1Hs1hYosYW+xW2NoATouJiyJKamV/Xqc7CVTG3PhjaTyx9YolKICA8AbYtyCpCbGZFeDRQIAYC4pydGmSqrrJmhfWmxZjGLfR0PGelc8Nw7evcKgq7pSr8luPOvbX8cSaS2Gy90zkrzpwqt7c/hfQq56zMULPVLfzl7poVh2cDrVcpQnh3MSGu0NypoaWceTJ2bor1KBTusBPJwljnc1bYn0hkPdOl49CXztNNrn7OisuDaqxrUCSzk7kzbPSaTHbIDTtAZSHLntgWoDgB5E6y4Y9tcThnhZ340oFlkN2AkAsCHiHAchjWT6WmpiaPBPRIkE2bNjFJw4cP90g0BBmkBHDOiicG7upmhfcFhmzV7CB+xkQSNFuVfaqxvW3rEXAhjota+KNZbCeLtJiyY+/iqkq2sKUvduesOMlvqVSz09KcznC7YMxerpBzU9IkDVGodpY1XLFVc9esOBprqXxmXOI++zjtARtPZatmWX2MPG6rsZGX6nAoXIymqlqTyHOQ3BWp2snKuBbTdVFt42eaxBg5H10qX6wurLYdW9NSpU2M5Plw7aYVVjW2sRNcuHNsDO1lHAHyLTZWFaaxA1r4nllrtRs4T9wSiAECg5PAfffdx/5D7N69WzzyYVbEMxYCKsHWZcdPYfw0gARcb10ewAYRGgRAoJcE2AJbNg2kUqnYESy9rDpQxdPS0jZs2MAyKy0OK+IGqjnEFScBrFkR57hAFQiAAAgIQICbpyX6+uuvBWgbTYJA9wRgVnB3gAAIgAAItBO47bbb2HdfffUViICAqAjArIhqOCAGBEAABIQkEBjIHWkAsyLkGKBtVwRgVnBfeI0Aezp0W1v7IwK81igaAgEQ6AUBmJVewEJRLxKAWfEibDQFAiAAAiAAAiDQewIwK71nhhogAAIgAAIgAAJeJACz4kXYaAoEQAAEQAAEQKD3BGBWes8MNUAABEAABEAABLxIAGbFi7DRFAiAAAiAAAiAQO8JwKz0nhlqgAAIgAAIgAAIeJEAzIoXYaMpEAABEAABEACB3hOAWek9M9QAARAAARAAARDwIgGYFS/CRlMgAAIgIDICTU1NIlMEOSDgggDMCm4LEAABEPBdAqtWrTpw4EAP/WduZtOmTTt27PBdRui5CAjArIhgECABBEAABAQi8AR/yWSy9957r6uE1157jb21cePG3/72twIJRLMgwBGAWcF9AAIgAAK+S2D69Oljxow5c+bMDP46f/68lQXzLlKpdPHixXV1dY8//vjYsWN9lxF6LgICMCsiGARIAAEQAAHhCLDEic2gLF261Po9My7Mpli/txXwgkaXCR6X7TJ5NoVeEIYmhCUAsyIsf7QOAiAAAgITYNNALLnSnYhp06Z5M63C/AfL6PS8jIaVYSkflhPypjCBB8nnm4dZ8flbAABAAAR8ngDzK90x8GZahWlgStra2ti/Li2L1aawt9hiGi8L8/l7RGAAfuy2EFgCmgcBEAABEBCUANvyw7IU//rXv5xU3HvvvWw5i5elMSPCHIm1UaaKrfA9evTosGHDFixYwN6yvs5SQZgD8vK4CNsczIqw/NE6CIAACIiCANvD/PLLLztJ2b9/fw9Jl4HTzTzKX//61x7iCyVs4LqMyD0TgFnBHQICIAACIEDWxSL2IATMXtgnV7qOjYDCcKMIRQBrVoQij3ZBAARAQEQEWDKDbVG2F8RyLULp63nNL1arCDUuAraLzIqA8NE0CIAACIiIAFuewhaIWAXddNNNLNfi7+8vlL7ukitIqwg1IsK2i8yKsPzROgiAAAiIhcDkyZPZRmWrGpZWEdCpMAHdJVeQVhHL7eJdHciseJc3WgMBEAABERNgZ7Kx4+CYQLPZLPgpJl2TK0iriPjeGVhpMCsDyxfRQQAEQGBwEWD5FXbZNgkLK95pWxA2AQk7HAK2DrMiIHw0DQIgAAKiI8BsingOh7VPriCtIrp7xYuCYFa8CBtNgQAIgAAI9JKALbmCtEovyQ2p4lhgO6SGE50BARAAgSFGwLqilqVVBDmebojBHLzdgVkZvGMH5SAAAiAw9AlYtwVhE9DQH+kee4hpIB+/AdB9EAABEBA7AbZHiS2jEbtK6BtIAjArA0kXsUEABEAABEAABPpNAGal3wgRAAT6RGDnzp19qudbla655prvv/9eVH1mUxI9P2PP+2rHjRtXW1vr/XZ7aPHmm2/+5z//KSpJ4hSzcuVKcQoTmyqYFbGNCPT4CoFZ0++bdvOfxdPbM99Pv1USeNuFN8Qj6fDZ2+NWrGkqe/Yav/+KRNVrn4zIeHm/bkdc0E+aRCLJ+NVPlqXsS01NnTp1qkgkXbp0aebMmSkpTz/5ZLNIJDEZra1Jf/rTx0FBQeKRZLFYCgoKxKNHzEpgVsQ8OtA2lAkws/LiQ5X3Boqij++fo93nwplZeajtwNz7RCHJ8i+KfO0Oq1lJfviKKDQR3bllpNWsHFgglrTBI/tusZqVvXv3ioTSrl27rGbl7NnGYcNEIWrPHvr667XMrMTHx0+cOFEMmiorK0tLS2FW3BwL7AZyExSKgQAIgAAIgAAICEMAZkUY7mgVBEAABEAABEDATQIwK26CQjEQAAEQAAEQAAFhCMCsCMMdrYIACIAACIAACLhJAGbFTVAoBgIgAAIgAAIgIAwBmBVhuKNVEAABEAABEAABNwnArLgJCsVAAARAAARAAASEIQCzIgx3tAoCIAACIAACIOAmAZgVN0GhGAiAAAiAAAiAgDAEYFaE4Y5WQQAEQAAEQAAE3CQAs+ImKBQDARAAARAAARAQhgDMijDc0SoIgAAIgAAIgICbBGBW3ASFYiAAAiAAAiAAAsIQgFkRhjtaBYF+EjB/Tgk5FPAk+T1JwTmU80U/43mi+jekP0FRmzhJfuspvpiq/+2JsB6J0UzaYgq3auOJmf7rkbh9CWL5guIzeCXPUZSWDM19CTIwdS59bTy89X+XPPJz/pqzZMf7gj1cuulzSnqEAvzIz49Cl5Du84Hpca+iXjK/u/OZmF9zbB5ZvHnfCfOlXlVH4X4QgFnpBzxUBQFBCFym/P0UbiTFfGp4ldpeJeMjZGafxCXUKogevlHTCRqXQdW3kGYdJ6kthWJ/SFEvkE6wD7tOFuWlFJxHjWNI87+8tlepSkUygX75mT8i2dsUFkstTEkG5YeR6TCl1wo3ch0t/6fu3R1PLdlRNeLhlS8f+Zi/ju5b9dDNgihrraDImTTyWTJfobY20qdS4z6KLxBES0ej//5038qnSm783ctHOTZHdsb9/NI7KemGrwUV5TuNC/T/1XcAo6cg4GkCJgPl3EyVyyis43PEfzRlqijsU0r61NONuRmvmTI/JM3zlHgX+f+QrzOMwiKoLIKif09NbgYZmGLa/aT+ARlXk+oukgwbmDbcj/oPSjhMWfEUO5qGs1o/IImEEuNJ9iEZLrsfxfMl//PZvqc2fXpPasHW+Ifvue3G6zzfQm8itpJ6DkUdpeQZNPxarqL/WIrbTqp6yj/fmzieLPufj/Y/96ep27Ytvv+2H3Fxr7vxtnseWfVyzNf5R2FXPAm6u1gwK96gjDZAwIME9AZShZC/U8RhlPgI5XxCFg+25H6oEaRZS3L+l7j9Jb2XYo1CTnOYSkgzmgp/1QWX+13zaEnTp9Qwk2K7ZCsif05Zn3i0pV4F+4chLfXi715aE3Zbr6oNVOGm45Q+i7vJnS7ZHNLvEyh9eOmjE/t/+bu59zjbuJ+F3f/B2x/9Z6BQIK6NAMwKbgYQGGQEkrdR3K0uNA9naYMqahBVb66lkQLq+QelnKfsX/E5DHFc1bUUNtqVlJtp+IdkFkbkfz4q2DHqf1eFOftfYdSwVqvPUJjclb8cS1NeIKMgk511Xxx+4J47XSC67bYJ+06b4FYG/G6BWRlwxGgABLxDwHSeZNMpyDuNudeK+VPKuYtkI9wr7elSLI0xPISkng47UPGqySTISluWMzj227AHBJ75cZ9quRhW2jrKLakSyGe6T23wl4RZGfxjiB6AAFFrLalMlCOeLMIVMn1EykLSxApmF6rP0xR+wqVz9w3bo1RKFuH2AUlvJ8OXLu7X1q9IxzIKjULcyjV/Piy77XbWcudWl1/HrN7xbo1gO12kE8hQ7mqp01kysOyhIMbgp7eFffDp2aauA2Q+a6J/mr8SwTpyIW4eL7YJs+JF2GgKBAaGAHMqUW9T1iqSC76AlChrPb8pN4GmnCL1ehfrMwaGgYuoZhNJb+K2KYUWU+Tj/D6gVIq7geIOCjXhQvJ7aPhx0jp+srVaKOEExbKc2PdeY9PZ0D//Xkdjb7v5H6e3rnzmo5/GvVLEdrr8Yd/K+y/uTdn3mTCzG5KZpCqhnApHGhcpZTVJYqj1OwEo0a1TH537pzeOfOpI5NJHr+z44uYw+o8woIQAIVibMCuCoUfDIOARAk3VFFZA6qdE4VRYjxI3c7agcRPljaaEA8JtXb5CLE9R+SGp2DYlFSkkPOwfkjyUCqdSwh89wr73QUZTzkxKzCOtNb9yhQxsW3UORcZSVJflyb2P3pcal/99ieo+3ped0Tz/lfWP3XMzPx1049ipv3tx7W0FO0439SVmf+uMopTdlD+H0k/wy2m/I9MhCpfT9amUcHd/Y/e1/o1Tl6yVFj/33P6P/sk7k0t/YTu9lfuGxa2NubOvMVGvFwRgVnoBC0VBQGwEqk9R0DE+pyLQR113QPwlFBdDxSGkelGgTbnfcOmTrLcpOtbZxg2fQKF/IJNAYymLINNvyXiMP9AvjbRXqPh5UtxM5nPCCLr4z4/oj7vf+tHatb922gt02/1TL5Z8LMz8hmQOVR4nOkjB7FC40ZRyipLZVwg1CESJG5tbw9a//sqj37/73GPsTLhfL3nl09vi9+cuvufS30VwSI4w945XW4VZ8SpuNAYCHiRQXkJhRtKJY/bHZb+k93MLbHMEOf1lJE1hmkIpzuXum2aBFojwmCSTKFvFH+i3mfKiKIgZzWaqaiaZNf3j3ev20WFEkxYqpt7oqt13677yrpzO1vzvouR9VNtGbQ1UvJvCeDjVxylUwDXkN0rD4tfv4w6F+0PB9jXzfs4tibr45UeT7pEKc3aeUGMjRLswK0JQR5sg0G8ChrdJUS1qp2Ltomwi6f7R7972KYB8FlELNxnk8hp+TZ+CDkylphrShlKoEOmxm4OnTqUvmrt5MMLN14hgGZSN+RkqlFDY5IEZgz5G/eKj46Nm/XxSH2ujmtsEYFbcRoWCICAaAvo3SfkV6VViWafSA5jqv1GkQGethIVSpInKXbmVltEkFWhDtQtWlymzmDLDBDq5bvSs3y26+Z2PXaS/Ln9P4ePFcU4cT027hULTSCaa/4ZMyNf6/IP3rHj0Z2LSNES1wKwM0YFFt4YuAeZU4lrIwM5oF80fvWwHUIqr0y+azpP6E1LdI9Bg3EqJEZR5yvnMU3MFmcJE85nHnvSkpaZHKNHldJU3yF13/5wVd77yxrtOp8b/+9O3C8bOCHE5O+QNWU5tGNaRRk6ZswVoursmL32we/Mf79m50vUMmoiEDgkpMCtDYhjRCZ8hYPmEoprJuJiCujqVZlKyRwkKgSIunqrf4h4WqLe0O4NW9gTmUpryKkWvpMgbhNDEtxn2G4qupugSslzhf2aqSii8mrJDhZHU+k+q/qaj6StU/TlF76DWMMoWys9ZtYx+dG36dS8lb333L9azVf7zz8/e2araMXx1/P2CnBV3kUz1HZS+I2YukyJJfz8VPyvgYcSXzH+xbgPiAX396Tvbn0k5fef6bb+bJMTknTC3r6CtwqwIih+Ng0BvCbADzT6hcWwjSdev50hbK8xTA/3HUOEmKgwh/TEK5oVJs0jH9rlsEjBhwJMdRsnPUeJwitvCE8sg3TVkfFy4c+q+oKQMXslzFK4lI1H+c6Qa09ubwPPlb/u1+kjKz79+85lH2E6Xn89+ar/5npSXl9wtiFUhy2eUOYv82D4gPwqNJZ2ZknSUOcfzve5FxH+cPXHgqdkcnJ8/snjNjj9+Lf3dtpdXh90mppVPvejOICwKszIIBw2SfZiA5H7+cLPuv+RCwfkBBd1F2cuoltfWsKFjn4tQemzt/oDCZlDxBh4a230TQRLhfu3JQqmYP4embRuVPU5x7CHVwolxGpkbx4ctSd13jO104ba6rHp4vGATQP+/vfsBi6rK+wD+w8qwpwwfqx1M03HtNXjSdUzedcbaYohK2CyHbNeZ/qwOWTbk+gpaxkirQiVBaYFbm1BmjJvEaBZQuYztWowbxrjZC5rm8LSuzNvqw7zaE5T18p57hz/DMOAFhjl3Zr738ekJuPec3/mcy8yPc849o0ikskPUzp4DaqfaHZS5kBTcP97pqoTFeeUfCDgHdr+Wv+qBO6ZfxSeT4/77xCsA2fyi8AJAvRCAAAQgAAEIyFsAyYq8+wfRQQACEIAABCJeAMlKxN8CAIAABCAAAQjIWwDJirz7B9FBAAIQgAAEIl4AyUrE3wIAgAAEIAABCMhbAMmKvPsH0UEAAhCAAAQiXgDJSsTfAgCAAAQgAAEIyFsAyYq8+wfRQQACEIAABCJeAMlKxN8CAIAABCAAAQjIWwDJirz7B9FBAAIQgAAEIl4AyUrE3wIAgAAEIAABCMhbAMmKvPsH0UEAAhCAAAQiXgDJSsTfAgCAAAQgAAEIyFsAyYq8+wfRQQACEIAABCJeAMlKxN8CAIAABCAAAQjIWyCqvb1d3hEiOgiEp8DcW244euy4fNo2a9YNVynGV733jnxCGn35aOOjq154xiyfkFgkhcWvZ5p+J6uQNr68LSMjQ1Yh5eXlmc2PXXCBjN5f7rvv4Y8/PnDs2DH5QCUkJJSXl8snHjlHgmRFzr2D2MJZ4Lvvvgvn5oVv21pbW0eNGiWr9skwJFn5yDmYSy65RM7hySc2JCvy6QtEAgEIQAACEICAHwGsWcFtAQEIQAACEICArAWQrMi6exAcBCAAAQgMv4DLcm9UVFSevWdN9vVRUet9vic1Ftd+u0vquTjv/AJIVs5vJIszXLa81xydkdjz2K9VlKbwoJ/QXNvThN+5/QGLWvh19T1i47VpGS9VOd0Bq0UsSHy9uNfi+Q0X602znAhQFT0AA1QmioEABMJKwFywPTAJBnsdjn3eGVY2vBuDZIV3D0iq354Xm2Q+0eaT9GctLezKXyQVM4STUpYWFOR3/TNoWh3Fy1InJ6Rbm4ZQaPAu9QsYvOpREwQgIH8B3QKdVW8K2B9I8m9wSEWIZCWkussn2P1Z5leDlLxrHsjMXNn1r2CL/XjLh9nqYyVpC/McPklUgETVa9hj9RX68QEqDsVAAAIQ6F9gfnHtOqthRcfgbq9zPVNFnqNjwshnJFscD857jw2r6K1UbogN4NhwxPcdkpWQvQWS9frZVLUky8JpbCMmObfsTym032zeHqSEKWS7CoFDAAKhIaBeU5tbbjD5mQxik++xFfOb2Z9Q7Gi21GvEfEWxsKJ2HZnVYu6yP0+Toyv7Z/avF1Y0W3S0oKwZf24FrtuRrATC8oSFrRNhy0RcewvT1ZOFtPtaTfpzNtePPQp37S3OmBcfK/x4smZxnvVw14iEsyTFdw2KczvLyqNS2cDJfrZARSPsipWjERZxdP0WxaSan8tWkdWwynKeZOGUo2RVmuZaoeLYaakZL3kHJv6twFaQuWyFizVi6Cy2Qpu0eVvlfKORqKras46sx4qTjpaLMp0xd5zQeNiS5XFgSuutjd/674Lea1bcX1jzuoP0BiRyN1rXpyd58Fkb1GxJjd3tKbgvQPESL5bO8wNxR6AMCEAgNAXU2fZcP5NB+23mBWXFCxWeRikWFpct6FjgIuQ3ZC5Yn5emNussxRgMHqZ+R7ISMNj6zQbVklrlsqIaW0VR4qjKVUmqZVUd75fUZn8mSaXNqIo2FFbV1Fgz45uK0uK0efs9+YrS+OKWFLJnPVnSkXY0WbL0FteCsqKHlDRFV2MrYjkBPcRKrjHfFNMV8ZgbzcVrVFSeaS7vO7loshimzUzfSZonK2pslYX3RlctS1LpCh3eKcKhIoMqvVaZUWSrqXhRO6o6K0mVUXVKgswVKnUyUXl9g/SZoKNFxsRMh8JUzOpaEmvLSYtPljSRxLK3uGlpRU3xmVYRsNGclphafFAM8lRVRkJ82uZm1ZICRlRj3aKbwJbUaFJeEJf0+AVssqYLlzjjl3WxaOIeOF/aJ4EEp0AAAqEtMDu792SQy1kvTut0HbGG7o1nxfwmx2z1ymZCW0Ce0XsGtXAMSeCfZToh2daXObuKaalYxL5lqmwRv+MoUBOp1tS2dldzvGwBuyS7pvNbx9mUCpHOwoYZPT/yLo1l7kTrajuvFr8Uxhjb28/WZLJcX2Gq/HfHD4XhR6Jcu+fL41vm+hTV3lIlXKF+vt4znCnUxSqzHO8O3SqkRqbdntDb2SCnV4E+Tp7L2chnZ1GeqLoOUUZsVFddpF7X7dD6oRBMSqmndrG0zhLEej0lt7f/u0KIaUFZd5Sehi+qYFEetxjVU1QFDu+KG4pYFqXI9TSSNaInYEvlUnaxzqu/2lv3sWGqrkh8mokvIQCB8BYQXnw6X6k6XjHYl8KrkPjCK/yPz4ubl4fnVZe97na9RndOA4U3WlBbh5GVwOWQ9xt1k7pKi1Elstu32S0OYNjfLbCTLmuJOrq7NqXuoUxy5VXt6xiUUD5UxBIL64rcwueyDOUK/fO5+u7S+g7yUq35TyaFq9iY0zWK43XyQWtxNWnX9SgqZq4pN5ns+VVeTxIZjPOVXqFrhdC/lTJaolBeN1DAzNyV3Q7RyUIwVS9a+3+sybW3ooSlHiv03VFeqk17VBnXVF//LSkXbqk9Wp85wzuSuJk3sYkp8t+GE1Ulf3Qp1mV5C0ffaDSxSLbbsABnoD2K8yEQdgJqo0V4MqjgUEfLlFN0VO70/+JwwmLSW3WWWjYxpBnspixhBxj4BiFZCZipKnaMVy5Coy5kJTubhckUl/MQm6YZ03LUZtvb/a/2BMUROZqaOyMQJ4NcxVmrrIr7iwsXdr8v9x9izJ25JUsVrj8ac/f4vjW7jtazJEAd51OUMl54I69v7NrCZEbP0IXIyenqCqyf+l3OwwMEXDAz3puJxGAO1jv7XSXjPGwh0ih7PhmkXnO8wZarvbQzgDa367Ddttda8pw5416NIafvwE44rUTx55q9u8O2t9EdQ7Sn0SklSRtgo3E6BCAQWgLiqhSrtXOuR7Ewiy1M6c5FOtcpCmv1Vhis62orFqr1z5fpcjSePa4Uypl9JjehBSGbaJGsBKwrlIrYXmU52oR3PqdTuONLMrRJSd7/Fhc2EtlcXu/SU7S6+UIZM29SdazjkhRdTMqTxXqFq3BVrt1nseqPQvVi2tTvcW2sn9Aljay0trpZyXE+aUR/lV2n9Ne0traei5HPF7HPz93259ImjxoTG6dJ0qaZ37C3TTIaH+qzDGH6mcmvT+vRHdrULKGbnC4pi3UGGB9OhwAEQk2ADW+L8/sdhzqbzSaLTzkIxwTDTHt79my2dyVbvJJbu4bN8xON1xdbdGa1uJXlbK2Q3AR0f85QAwxwvEhWAgzqrziFkqUgMwo610/0nOfz3OXi4dyWlb5ToZyiGPADyeN1ufk6OpiX+YK9xTuCC4VBjNYh5QH9+pywV+1hU7nxfY4CtYnJjPdxuNcYyjn249iYrgGSgXeI44UUDRuOWl3R0NzClgA1H6rZkm9Qx/RZkGICG9LqXpTTsz+ws8vAOwBXQCDkBRT6He0VnQ/7dLRmvL6CvTp0v0SzfKX7YJkKO8TtoLK7XsTZk8ydu0N1nOw5DcfQBZCsDN3wvCXEKqawmY7a7mkX8Yq2PVmx05Ky3u18N2dPAD0gTADV7mXDJBIeSO5ZrfL+ArZAzJ6TmVvdnR4orp3JFo1W1fksCHE27GPDlDPjhrzfmqO8iM2nGBemdA+WuFtbvQJrczbafHj2+cz7OhvYqGmyKq7v3IIVIEwYU62z59b7zm1pk9WGksMO2xtsj4Pswqd1cYqYzimmZufBvvtFodQSVRxkA1veh7PktsmaecX9r55Zu3Zt9wMB+D8IhKDAxIkTb7rpJr1en5WVtWvXrvO+fuEECMhBAMlKEHohWqPLZRuiFPzJ1p1H/Ogozil0faHUdIwAOC2rDFbSFa7TKTzDJOWGrG09l3MJIxD9HEr908Lzz5ZtXunBDJ1pLjnyC7w3jnNXF5v3kGpFCstjhnK4qs2mFXaaXWCa70k0YhST2JoPu6N7GsVp3VbmW4WrqMhrEzlPMLpFqf2v0FEkG4zkKtrs/Wix07bd6mybOfO6mJgrWSXuFq8pMPfOQlYsUUur9wKULsApqcYF5MopKGnqjs4lXOJsu0kzRJahkOJaCARB4Ouvv/7444+3b99eWFg4f/78xMTE119/PQj1ogoIDEUgio1hDeV6XCsIsMVWEwxkafYeRRQ+yEpvZY8Qi8OAbfb1Wk2OXbkgN3eRWtHWaHkpt2Qv6dkCcnEhrTBI8IA15U/HK9nGKsLBtombnF7Nnq2tEJ9YEf7oTz+kLyo1aqZpVOMdeWybOPYc3Q69z/oPxwuamSyBEB9d7hh+ZPusqA2WS3WZTxpSJkW7Pi4x51hbE3Otu7PVwswL26gt1kA9ixKbw5aMecY/2eZsmhxinw2k7Uoozjpr91RZ9ztpirFiz5auZ6Da2AaOarNjtrFolT6OnFXb88qi1Zptlk4Zsa59CoVrlGZdrvHGGLcnmPvLat/wPObTIxixXvbocse8DNtnRaO3jOoBqMy127JnR3uoFXdmFy7VKsjl2FlS8C6lJlPJtpjOy30Ao8nDQlrjkyb99R0sztm5tXs8LH0eH330Ee55CIS0wGHxaGxsZP9liYunLQaD4c033wzpdiH4MBcI6oPS4VpZj91EOhrZc78T4ZvNtiLTnXFieqGIu9NUtI9tESIeTnEZ1+yei1rErVm6dhZpdRTprxcuVTzNlr547bPiQ9panytOkXbusyL++N+1RUt1ajYVxeZTZutML9Y0n+u6rMfWJh3f9Wwb07mti2eflZ6HUp1szCz1Lqfj0pZ9Raa5YuIxRW3Mr20RQ+2xz8qCsobGskzRQXF9iulFdo7/YHrssyKe0nKoLHOBWixdqV6UW9HYtW1Na4MlM0X0EepdV9HQ0s52cBH2sbF1nNMT0FNcQ8U6tkGL2DLPVWfD9QZFuyDgX6C4uPjiiy/2/HY/9thjYIKAbAUwshLmyaicmudvFEdO8SEWCESggN1uz8jIqK8XHpEzm83r16+PQISBNvnQoY4NWEaPHs3WAA30cpw/CAGsWRkEGi6BAAQgECYCarX6s88+u/HGG1l7CgoKmpqawqRhw9kMNok2XTyGsxKU3UMAyQpuCAhAAAKRLvDEE08wgra2tq1bt0a6BdovSwEkK7LsFgQFAQhAIIgCqampS5cuZRVaLGy3aBwQkJ0AkhXZdUn4BiRsu9Te6wmm8G0vWgaBUBJggysjR4788ssv8chbKHVbxMSKZCViuhoNhQAEINC3wDXXXPOzn/2M/by5WcrngoESAkEVQLISVG5UBgEIQEC2Ap5k5eTJk7KNEIFFrACSlYjtejQcAhCAQA8BjKzghpCtAJIV2XYNAoMABCAQVIFx48ZhZCWo4qhMsgCSFclUOBECEIBAWAtcffXVrH1YsxLWnRyqjUOyEqo9h7ghAAEIQAACESKAZCVCOhrNhAAEIAABCISqAJKVUO05xA0BCEAAAhCIEAEkKxHS0WgmBCAAAQhAIFQFkKyEas8hbghAAAIQgECECCBZiZCORjMhAAEIQAACoSqAZCVUew5xQwACEIAABCJEAMlKhHQ0mgkBCEAAAhAIVQEkK6Hac4gbAhCAwFAE3G63xMulnymxQJwGgYEKIFkZqBjOhwAEIBAOAjExMTNmzNi1a1c/jWlqakpMTDx48GA4NBhtCGUBJCuh3HuIHQIQgMAQBO6+++758+ezdOSjjz7yKYalKYsWLVIqlS0tLbfccssQKsGlEAiAAJKVACCiCAhAAAKhKLB8+fLLL7+cZSosX2FZi2e658cff1y7dq1KpXr99dfZl+ycUGwaYg4zgaj29vYwaxKaAwEIQAACEgV+97vfbd261fvkCy+8kOUrnu9MnDiRDbFILCpcT2PJHJsvY7NmXQ3csWPHb37zG/Ylw2FEXd9nX7KEj50crhQc24WRFY74qBoCEIAAZ4E//OEPPhF0ZSrs+xhW8eBMmjSJjTb1s9DYM2vG0hR2JuceDdPqkayEaceiWRCAAAQkCLA31wcffNDviWyGiI27SCgjzE9hS3ZYFsKyOraCp3fK0rW4h82asdzOewAmzF2C2zxMAwXXG7VBAAIQkJmAZ81K76Ceeuqp3uMuMos9SOF4E7F0JDk5uby8nNV9zz33vP32254gWG7HEhckK8PUJUhWhgkWxUIAAhAIGQE2ePDXv/7VJ1yn04lJjS4Tv0TeYsjthvV2xzTQsPKicAhAAAIhINB7bQqbG0Km4t1z/Q8ysWEVrO8Z1hsdycqw8qJwCEAAAiEgwDZc8X6qhUWMCSCfbmMjKzfffHNffYnVKsN9lyNZGW5hlA8BCEAgBAS8sxP2roxhld591lcCh2GVINzfSFaCgIwqIAABCMhdgD34w950PVFiWMVvb/U1uIJhlSDc3EhWgoCMKiAAAQiEgIBn1QUbVsH++n31Vu80DsMqwbmzkawExxm1QAACEJC7gGf3feyt0k8/9R5cwbBKcG5rPLocHGfUAgEIQCAEBNjIAeaA+u8n7z1XsLdK0O5pJCtBo0ZFEIAABCAQDgJde65gb5WgdSeSlaBRoyIIQAACEAgHAc/gCoZVgtmXSFaCqY26INAt4P1xcXAJIQHWcexziWUVsAxDkpXPcASTlJTEViLn5OQMsXC53UtDbM7wXY5kZfhsUTIE+hOYe8sN/334mHyMNLMTrlKM37Vrp3xCumJsjPHRVRvWPymfkFgkL73yxmMPPyCrkDZvKXv44YdlFVJ+fv7q1at/+ukn+URlNBo//fS9hoavAhLS99//eNFFF4wYETWU0ubM+c/t2/cMpYTIuRbJSuT0NVoqLwGWrDz7q/pfjJdFVH87SpuPJrFk5VftW++5QRYhuf6XUl6/hiUr7pr/yr7jnCxiIrru6TEbNr1m3WjcuvC0TEKaV3rlEnMp+xP/1VdflUlIL730EvuoP5asvPXWWyNHjpRDVDt37hwxYgRLVvLzHdOnyyEiYp/F9PLLtyJZkdgZeHRZIhROgwAEIAABCECAjwCSFT7uqBUCEIAABCAAAYkCSFYkQuE0CEAAAhCAAAT4CCBZ4eOOWiEAAQhAAAIQkCiAZEUiFE6DAAQgAAEIQICPAJIVPu6oFQIQgAAEIAABiQJIViRC4TQIQAACEIAABPgIIFnh445aIQABCEAAAhCQKIBkRSIUToMABCAAAQhAgI8AkhU+7qgVAhCAAAQgAAGJAkhWJELhNAhAAAIQgAAE+AggWeHjjlohAAEIQAACEJAogGRFIhROgwAEIAABCECAjwCSFT7uqBUCQxRwfkEZxRT7MEU9TPHFVHxkiOUF4vJvqWovpa4VQopaQ+mV1PhdIIoNSBlnyFJJSZ7YRDHH/wWk3MEU4jpC6RvESFZSqoVsZwZTyPBcc/Zk7Y78JxbPmyUe8xdv/Bu3D5c++9X7G1csuF2IY97idaW2r84OT5MHUqqbLKsoPpaiomiymvJ2knsgV+PcoQggWRmKHq6FAA+B76nkNUqqJd1vqfkVan+FaueRk70TV1Mbj3A8dTr20uQN1HgllT0phNRuJv1FlPoMWbm92XVb2D+k+C3UMpHKnhBje4UaTKTi9OLnrCPVLtLqqZVFsoFKtOTYQXnH+fVcZ80/NL2/8ZHFGxtG37Fs09sHxGNn6fJfjeUS2Q+HSn//aPVo/aZ3/87ieHtT+qyz75jX/+Ukl2A6Kv2W8uZS2RiqPErt7dRQTVo3GZaQk2dMEVQ3p9/XCBJGUyEQYAGHjYrHUv0S0na+j8RMoAITaT+nrM8DXJfU4s5QwadUtpoyr6eYi8SLLibtbVRzG6W9x/mvT8trlDuCaleQ6XpSXCy1QcN13jeUsYMK00k/gaJZHSNIoaDMdFJ9Srbvh6tOKeWy5OCRtZ9PzynPT79j+rjLRkq5ZvjO+aFuS9bHNxY8t3jWuJEXsGpGXjZu+l0rNt37Tck7/xy+Ws9Tsu1pqkyhitWkvFQ4MzqG1Iuo8lHKe5VbSBFVMZKViOpuNDYcBKpsZJpNMT5NuZgy51HxZ+Ti0sTRVPY4qS/xrVv5C9LX8pzmcFRT2QSquLUXFxclNv70OTUnk77XaEXKLCr8jFNMrNpvbOtyTt33wirtOH4xeNV8dv/e0jn3LZjmmzJNvSXhk911P3CJ0U3WZyhrqZhieh8zSLuHbByHNLlo8KgUyQoPddQJgSEIZD9Hxqv8XB/Nhg0aqHkIJQf+0gtpTOALlVziN2Q+RkW39nqDkVxAwE9sPE7aCf5KHUvRn/KaUPihrnzjFU8s1/rmvwFvvdQCnV/uSJh23WW9Tx837rrXPvkHl2zlMBUnk+oKP01QTqOqfVKbhvMGLYBkZdB0uBAC8hJwHCPVLRQnp6Ccn1Px9aQazScmNowRPZuUfCofeK2N5OCy0vZs3d7dd2t/yXnmR7JX9aFjks8N1ollB4JVUwTXg2QlgjsfTQ8jgbbjZHJQsXxGEc6Ro44MFVSm55YuNB6jmeKES/fTN+wZpQ/Jxe85IOXVZPO36qLtX2QlamzhcUd+9Y8dqnFXs5rPOt9/8ffi4ze3L1ix8X1+T99cPUFbd+iwn4d/mg7X0enjJ3ms2R5Puj3kOOWng+r3kauR0/Qrj/uFV51IVnjJo14IBEyAZSqpu6hwOam5LyAlKlwjPpSbQTP3Ue4aP+szAtbs8xXkdJDycuExJU0lpTwoPgeUQ8ZLybiN14QLqadT9B6y9Hy3bXNRxl7SszGxn87XpGH4+en/aaJJ48Z+80n+st/X/cz48rvs6ZsPSpclnHrVXHqIy4wLjf3lXfd+8ma5T+3uus3PHxl7K/3AQ4nGk3EpFfzR94E7Ww45FMTzMbxhuCXkWSSSFXn2C6KCgFQBdyNpyyn3EVlkKizozPVCWtCylrZMoIyt/B5dPkdsnKL+UzKxx5RMpGPvKOy4iNQaqphDGX+Ryhvg8yYISx8yt5DFM75yjmzssepiStFTaq/lyQGuuo/ivv/uLDUdKC3acOa3L6/5zfSx4nTQZZPm3Pfs4+PKN37iDk4UPWuJmWN8Qrkra2XpgdNCuvTT2SMfbFy6qDT6ocfvncIjHrHOlCcp/g1Ke4Zc4nJa90HK0lLeKCp6lFtIEVUxkpWI6m40NtwEGvdR3G5xTIXTW11foDEKMi6gytlkepbTQ7nfCsMnhbsoTe+bxkVPIc0H5OB0L6huI8fdVLtb3NBvHVnOUeVq0o0l51E+AZ06XUd/2fzWJY8/frvPs0DjEuacqj7AY86FaGzimrLNd1HVynvYrFTK4s2OcYu3/HHxtLOnvuajJNQ6nrbUkfFH0k0TNoXT5JByDdWsJje/p6n5WXCoGckKB3RUCYGACNjZtlS1ZJXH7I/fFikThAW2xVx2fxlDM1lMGjL6ffrmDKcFIiKTYioVmcQN/dbTllSKY4nmGWo4QyrP8E9wD7ZAhGjq/bo5fp6+IXq/6V/BDae7tst+rl2cU7pbmJUq3/TEvQnC8qNTTX+fOl3JZ586IbIY0q2hWs+mcLvJlCh8r5ktbFcTj67j1TN86kWywscdtUJgiAK2XaRrlHWm4mmg6lqyfjPEtg7ycvVcolZhMsjvES3sNiaXw/0VWTSk4TE8NjZ+zhw6cqaPD0YYe4EMlkF19dKXdTVj5yb8h1x6zROHbQcZxKwFx7AKIFkZVl4UDoFhEaj6Mxn+RVUmuaxT6aeRjV9TCqe9VrQaSnGQ3V+20jqBlJweqPZj9T0VVFKBltPOdRPm3vfA2HcO+Bn++v4nSvq5PPaJE9ROvl+67ReP3DV1WH6lBlmocxsVqMk4Y5CX4zLpAkhWpFvhTAjIQoBlKsZWsrE92mXzRy97Asj8hR8c9zHK/YxM0zm5XUWZt1HBPt9nNZz7yaElFaegfKtln/RkIfc8yvQ7XRWMIEcmzH/0upfffN/ng3e++3xX+aTE2X5nh4IRVs86ztYVr6+e/uLyX8kkHiE69x5KL6eqfE5ZZvA7gWuNSFa48qNyCAxQwPUZpZ6h2kUU1ztTOUMG9lGCAywwIKcb06nxLeHDAqtcHZlBG/sE5g9p5iuUtoxSxM9S4XJof01pjZRWTa5zYv0sqmpKaqQiDZdwqO00NX7bWfU5avyC0jZSm5aKeOVznlgm3PV43sgXsvPf/9KzuckPpw+9k2/aGL0iPYHLXnFu55FvOp+a/umHk4fe2bjM/En8mk36qVzC8SA1HuzOetuaqGQFGappi5VU/G5vPjcxp1qRrHCCR7UQGJwA29DsM5rMHiTp/W8lWY7z+dTAmIlUsZYqZlPVbooXA1MWkpU957KW44CB6HsxZa+kzGgyPi2KbSDrBVT7IL996o5Q1gYxkpWUZKFaopKVZJo4uFshkFeNuz33bfOsk3/+/Tz29M2sOx95zTndvGlxr0/nCWSVfZd1+tjebY/dKQQya97i7I22k8r7CzYtT+Q6IXWCrPmkjBKeA5qspqxyil9Blc+T8sLgkKAW9qGfOCAAgdARUCSIm5v1/U/Nqy0jKO56KlpCx8XYmp/qfM6FVzxd9Y4gbSJVPiWisadvbiMFv5c9lYYqxX1o2p+jmgfJyD6kml8wPj3T/fQNe/zm+eV3/JzbhMvYWYtz3/qAPQZ04MDu0mdX3Xd7x+4vPG+l8ZRtoeZ24Tmg43YqWknq8TzDicC6ZfOLEoH2aDIEIAABCEAAAhIEkKxIQMIpEIAABCAAAQjwE0Cyws8eNUMAAhCAAAQgIEEAyYoEJJwCAQhAAAIQgAA/ASQr/OxRMwQgAAEIQAACEgSQrEhAwikQgAAEIAABCPATQLLCzx41QwACEIAABCAgQQDJigQknAIBCEAAAhCAAD8BJCv87FEzBCAAAQhAAAISBJCsSEDCKRCAAAQgAAEI8BNAssLPHjVDAAIQgAAEICBBAMmKBCScAgEIQAACEIAAPwEkK/zsUTMEIAABCEAAAhIEkKxIQMIpEIAABCAAAQjwE0Cyws8eNUMAAhCAAAQgIEEgqr29XcJpOAUCEAiwwNxbbrj1yvoAFzqE4urOJV2lGD/x9NYhlBHgS8sarjE+uspd81/RF5wLcNGDLe7VujEbNr1m3WicfsXpwZYR4Ov++s8rl5hLc3Jybr755gAXPdjiWlpakpOTV69enZaWNtgyAn/dZZdd9umn7yUnOwJf9GBLPHDg1u3b9wz26si6DslKZPU3WisfgcLCQvkEI9tIoqOj29raZBXelClTjh07JquQpk6deuTIEVmFpFAoXC6XrEKSZzCZmZnyDExuUSFZkVuPIB4IQAACEIAABHoIYM0KbggIQAACEIAABGQtgGRF1t2D4CAAAQhAAAIQQLKCewACEIAABCAAAVkLIFmRdfcgOAhAAAIQgAAEkKzgHoAABCAAAQhAQNYCSFZk3T0IDgIQgAAEIAABJCu4ByAAAQhAAAIQkLUAkhVZdw+CgwAEIAABCEAAyQruAQhAAAIQgAAEZC2AZEXW3YPgIAABCEAAAhBAsoJ7AAIQgAAEIAABWQsgWZF19yA4CEAAAhCAAASQrOAegAAEIAABCEBA1gJIVmTdPQgOAhCAAAQgAAEkK7gHIAABCEAAAhCQtQCSFVl3D4KDAAQgAAEIQADJCu4BCEAAAhCAAARkLYBkRdbdg+AgAAEIQAACEPh/AhPlZ6lonNIAAAAASUVORK5CYII=)

#### Code

class RemoveDuplicates {

  public static int remove(int[] arr) {

    int nextNonDuplicate = 1; // index of the next non-duplicate element

    for (int i = 1; i < arr.length; i++) {

      if (arr[nextNonDuplicate - 1] != arr[i]) {

        arr[nextNonDuplicate] = arr[i];

        nextNonDuplicate++;

      }

    }

    return nextNonDuplicate;

  }

  public static void main(String[] args) {

    int[] arr = new int[] { 2, 3, 3, 3, 6, 9, 9 };

    System.out.println(RemoveDuplicates.remove(arr));

    arr = new int[] { 2, 2, 2, 11 };

    System.out.println(RemoveDuplicates.remove(arr));

  }

}

#### Time Complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mEEA22L5mNA#time-complexity)

The time complexity of the above algorithm will be O(N), where ‘N’ is the total number of elements in the given array.

#### Space Complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mEEA22L5mNA#space-complexity)

The algorithm runs in constant space O(1).

### Similar Questions [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mEEA22L5mNA#similar-questions)

**Problem 1:** Given an unsorted array of numbers and a target ‘key’, remove all instances of ‘key’ in-place and return the new length of the array.

**Example 1:**

Input: [3, 2, 3, 6, 3, 10, 9, 3], Key=3  
Output: 4  
Explanation: The first four elements after removing every 'Key' will be [2, 6, 10, 9].

**Example 2:**

Input: [2, 11, 2, 2, 1], Key=2  
Output: 2  
Explanation: The first two elements after removing every 'Key' will be [11, 1].

**Solution:** This problem is quite similar to our parent problem. We can follow a two-pointer approach and shift numbers left upon encountering the ‘key’. Here is what the code will look like:

class RemoveElement {

  public static int remove(int[] arr, int key) {

    int nextElement = 0; // index of the next element which is not 'key'

    for (int i = 0; i < arr.length; i++) {

      if (arr[i] != key) {

        arr[nextElement] = arr[i];

        nextElement++;

      }

    }

    return nextElement;

  }

  public static void main(String[] args) {

    int[] arr = new int[] { 3, 2, 3, 6, 3, 10, 9, 3 };

    System.out.println(RemoveElement.remove(arr, 3));

    arr = new int[] { 2, 11, 2, 2, 1 };

    System.out.println(RemoveElement.remove(arr, 2));

  }

}

**Time and Space Complexity:** The time complexity of the above algorithm will be O(N), where ‘N’ is the total number of elements in the given array.

The algorithm runs in constant space O(1).

# Squaring a Sorted Array

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/R1ppNG3nV9R#problem-statement)

Given a sorted array, create a new array containing **squares of all the number of the input array** in the sorted order.

**Example 1:**

Input: [-2, -1, 0, 2, 3]  
Output: [0, 1, 4, 4, 9]

**Example 2:**

Input: [-3, -1, 0, 1, 2]  
Output: [0 1 1 4 9]

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/R1ppNG3nV9R#solution)

This is a straightforward question. The only trick is that we can have negative numbers in the input array, which will make it a bit difficult to generate the output array with squares in sorted order.

An easier approach could be to first find the index of the first non-negative number in the array. After that, we can use **Two Pointers** to iterate the array. One pointer will move forward to iterate the non-negative numbers and the other pointer will move backward to iterate the negative numbers. At any step, whichever number gives us a bigger square will be added to the output array. For the above-mentioned Example-1, we will do something like this:
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Since the numbers at both the ends can give us the largest square, an alternate approach could be to use two pointers starting at both the ends of the input array. At any step, whichever pointer gives us the bigger square we add it to the result array and move to the next/previous number according to the pointer. For the above-mentioned Example-1, we will do something like this:
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#### Code

class SortedArraySquares {

  public static int[] makeSquares(int[] arr) {

    int n = arr.length;

    int[] squares = new int[n];

    int highestSquareIdx = n - 1;

    int left = 0, right = arr.length - 1;

    while (left <= right) {

      int leftSquare = arr[left] \* arr[left];

      int rightSquare = arr[right] \* arr[right];

      if (leftSquare > rightSquare) {

        squares[highestSquareIdx--] = leftSquare;

        left++;

      } else {

        squares[highestSquareIdx--] = rightSquare;

        right--;

      }

    }

    return squares;

  }

  public static void main(String[] args) {

    int[] result = SortedArraySquares.makeSquares(new int[] { -2, -1, 0, 2, 3 });

    for (int num : result)

      System.out.print(num + " ");

    System.out.println();

    result = SortedArraySquares.makeSquares(new int[] { -3, -1, 0, 1, 2 });

    for (int num : result)

      System.out.print(num + " ");

    System.out.println();

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/R1ppNG3nV9R#time-complexity)

The time complexity of the above algorithm will be O(N) as we are iterating the input array only once.

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/R1ppNG3nV9R#space-complexity)

The space complexity of the above algorithm will also be O(N); this space will be used for the output array.

# Triplet Sum to Zero

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxk639mrr5r#problem-statement)

Given an array of unsorted numbers, find all **unique triplets in it that add up to zero**.

**Example 1:**

Input: [-3, 0, 1, 2, -1, 1, -2]  
Output: [-3, 1, 2], [-2, 0, 2], [-2, 1, 1], [-1, 0, 1]  
Explanation: There are four unique triplets whose sum is equal to zero.

**Example 2:**

Input: [-5, 2, -1, -2, 3]  
Output: [[-5, 2, 3], [-2, -1, 3]]  
Explanation: There are two unique triplets whose sum is equal to zero.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxk639mrr5r#solution)

This problem follows the **Two Pointers** pattern and shares similarities with Pair with Target sum. A couple of differences are that the input array is not sorted and instead of a pair we need to find triplets with a target sum of zero.

To follow a similar approach, first, we will sort the array and then iterate through it taking one number at a time. Let’s say during our iteration we are at number ‘X’, so we need to find ‘Y’ and ‘Z’ such that X + Y + Z == 0*X*+*Y*+*Z*==0. At this stage, our problem translates into finding a pair whose sum is equal to “-X−*X*” (as from the above equation Y + Z == -X*Y*+*Z*==−*X*).

Another difference from Pair with Target sum is that we need to find all the unique triplets. To handle this, we have to skip any duplicate number. Since we will be sorting the array, so all the duplicate numbers will be next to each other and are easier to skip.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxk639mrr5r#code)

class TripletSumToZero {

  public static List<List<Integer>> searchTriplets(int[] arr) {

    Arrays.sort(arr);

    List<List<Integer>> triplets = new ArrayList<>();

    for (int i = 0; i < arr.length - 2; i++) {

      if (i > 0 && arr[i] == arr[i - 1]) // skip same element to avoid duplicate triplets

        continue;

      searchPair(arr, -arr[i], i + 1, triplets);

    }

    return triplets;

  }

  private static void searchPair(int[] arr, int targetSum, int left, List<List<Integer>> triplets) {

    int right = arr.length - 1;

    while (left < right) {

      int currentSum = arr[left] + arr[right];

      if (currentSum == targetSum) { // found the triplet

        triplets.add(Arrays.asList(-targetSum, arr[left], arr[right]));

        left++;

        right--;

        while (left < right && arr[left] == arr[left - 1])

          left++; // skip same element to avoid duplicate triplets

        while (left < right && arr[right] == arr[right + 1])

          right--; // skip same element to avoid duplicate triplets

      } else if (targetSum > currentSum)

        left++; // we need a pair with a bigger sum

      else

        right--; // we need a pair with a smaller sum

    }

  }

  public static void main(String[] args) {

    System.out.println(TripletSumToZero.searchTriplets(new int[] { -3, 0, 1, 2, -1, 1, -2 }));

    System.out.println(TripletSumToZero.searchTriplets(new int[] { -5, 2, -1, -2, 3 }));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxk639mrr5r#time-complexity)

Sorting the array will take O(N \* logN). The searchPair() function will take O(N). As we are calling searchPair() for every number in the input array, this means that overall searchTriplets() will take O(N \* logN + N^2), which is asymptotically equivalent to O(N^2).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxk639mrr5r#space-complexity)

Ignoring the space required for the output array, the space complexity of the above algorithm will be O(N) which is required for sorting.

# Triplet Sum Close to Target

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YlQz7PE7OA#problem-statement)

Given an array of unsorted numbers and a target number, find a **triplet in the array whose sum is as close to the target number as possible**, return the sum of the triplet. If there are more than one such triplet, return the sum of the triplet with the smallest sum.

**Example 1:**

Input: [-2, 0, 1, 2], target=2  
Output: 1  
Explanation: The triplet [-2, 1, 2] has the closest sum to the target.

**Example 2:**

Input: [-3, -1, 1, 2], target=1  
Output: 0  
Explanation: The triplet [-3, 1, 2] has the closest sum to the target.

**Example 3:**

Input: [1, 0, 1, 1], target=100  
Output: 3  
Explanation: The triplet [1, 1, 1] has the closest sum to the target.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YlQz7PE7OA#solution)

This problem follows the **Two Pointers** pattern and is quite similar to Triplet sum to zero.

We can follow a similar approach to iterate through the array, taking one number at a time. At every step, we will save the difference between the triplet and the target number, so that in the end, we can return the triplet with the closest sum.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YlQz7PE7OA#code)

import java.util.\*;

class TripletSumCloseToTarget {

  public static int searchTriplet(int[] arr, int targetSum) {

    if (arr == null || arr.length < 3)

      throw new IllegalArgumentException();

    Arrays.sort(arr);

    int smallestDifference = Integer.MAX\_VALUE;

    for (int i = 0; i < arr.length - 2; i++) {

      int left = i + 1, right = arr.length - 1;

      while (left < right) {

        // comparing the sum of three numbers to the 'targetSum' can cause overflow

        // so, we will try to find a target difference

        int targetDiff = targetSum - arr[i] - arr[left] - arr[right];

        if (targetDiff == 0) //  we've found a triplet with an exact sum

          return targetSum - targetDiff; // return sum of all the numbers

        // the second part of the above 'if' is to handle the smallest sum when we have more than one solution

        if (Math.abs(targetDiff) < Math.abs(smallestDifference)

            || (Math.abs(targetDiff) == Math.abs(smallestDifference) && targetDiff > smallestDifference))

          smallestDifference = targetDiff; // save the closest and the biggest difference

        if (targetDiff > 0)

          left++; // we need a triplet with a bigger sum

        else

          right--; // we need a triplet with a smaller sum

      }

    }

    return targetSum - smallestDifference;

  }

  public static void main(String[] args) {

    System.out.println(TripletSumCloseToTarget.searchTriplet(new int[] { -2, 0, 1, 2 }, 2));

    System.out.println(TripletSumCloseToTarget.searchTriplet(new int[] { -3, -1, 1, 2 }, 1));

    System.out.println(TripletSumCloseToTarget.searchTriplet(new int[] { 1, 0, 1, 1 }, 100));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YlQz7PE7OA#time-complexity)

Sorting the array will take O(N\* logN). Overall searchTriplet() will take O(N \* logN + N^2), which is asymptotically equivalent to O(N^2).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YlQz7PE7OA#space-complexity)

The space complexity of the above algorithm will be O(N) which is required for sorting.

# Triplets with Smaller Sum

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#problem-statement)

Given an array arr of unsorted numbers and a target sum, **count all triplets** in it such that **arr[i] + arr[j] + arr[k] < target** where i, j, and k are three different indices. Write a function to return the count of such triplets.

**Example 1:**

Input: [-1, 0, 2, 3], target=3   
Output: 2  
Explanation: There are two triplets whose sum is less than the target: [-1, 0, 3], [-1, 0, 2]

**Example 2:**

Input: [-1, 4, 2, 1, 3], target=5   
Output: 4  
Explanation: There are four triplets whose sum is less than the target:   
   [-1, 1, 4], [-1, 1, 3], [-1, 1, 2], [-1, 2, 3]

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#solution)

This problem follows the **Two Pointers** pattern and shares similarities with Triplet sum to zero. The only difference is that, in this problem, we need to find the triplets whose sum is less than the given target. To meet the condition i != j != k we need to make sure that each number is not used more than once.

Following a similar approach, first, we can sort the array and then iterate through it, taking one number at a time. Let’s say during our iteration we are at number ‘X’, so we need to find ‘Y’ and ‘Z’ such that X + Y + Z < target*X*+*Y*+*Z*<*target*. At this stage, our problem translates into finding a pair whose sum is less than “target - X*target*−*X*” (as from the above equation Y + Z == target - X*Y*+*Z*==*target*−*X*). We can use a similar approach as discussed in Triplet sum to zero.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#code)

import java.util.\*;

class TripletWithSmallerSum {

  public static int searchTriplets(int[] arr, int target) {

    Arrays.sort(arr);

    int count = 0;

    for (int i = 0; i < arr.length - 2; i++) {

      count += searchPair(arr, target - arr[i], i);

    }

    return count;

  }

  private static int searchPair(int[] arr, int targetSum, int first) {

    int count = 0;

    int left = first + 1, right = arr.length - 1;

    while (left < right) {

      if (arr[left] + arr[right] < targetSum) { // found the triplet

        // since arr[right] >= arr[left], therefore, we can replace arr[right] by any number between

        // left and right to get a sum less than the target sum

        count += right - left;

        left++;

      } else {

        right--; // we need a pair with a smaller sum

      }

    }

    return count;

  }

  public static void main(String[] args) {

    System.out.println(TripletWithSmallerSum.searchTriplets(new int[] { -1, 0, 2, 3 }, 3));

    System.out.println(TripletWithSmallerSum.searchTriplets(new int[] { -1, 4, 2, 1, 3 }, 5));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#time-complexity)

Sorting the array will take O(N \* logN)*O*(*N*∗*logN*). The searchPair() will take O(N)*O*(*N*). So, overall searchTriplets() will take O(N \* logN + N^2)*O*(*N*∗*logN*+*N*​2​​), which is asymptotically equivalent to O(N^2)*O*(*N*​2​​).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#space-complexity)

The space complexity of the above algorithm will be O(N)*O*(*N*) which is required for sorting if we are not using an in-place sorting algorithm.

### Similar Problems [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#similar-problems)

**Problem:** Write a function to return the list of all such triplets instead of the count. How will the time complexity change in this case?

**Solution:** Following a similar approach we can create a list containing all the triplets. Here is the code - only the highlighted lines have changed:

import java.util.\*;

class TripletWithSmallerSum {

  public static List<List<Integer>> searchTriplets(int[] arr, int target) {

    Arrays.sort(arr);

    List<List<Integer>> triplets = new ArrayList<>();

    for (int i = 0; i < arr.length - 2; i++) {

      searchPair(arr, target - arr[i], i, triplets);

    }

    return triplets;

  }

  private static void searchPair(int[] arr, int targetSum, int first, List<List<Integer>> triplets) {

    int left = first + 1, right = arr.length - 1;

    while (left < right) {

      if (arr[left] + arr[right] < targetSum) { // found the triplet

        // since arr[right] >= arr[left], therefore, we can replace arr[right] by any number between

        // left and right to get a sum less than the target sum

        for (int i = right; i > left; i--)

          triplets.add(Arrays.asList(arr[first], arr[left], arr[i]));

        left++;

      } else {

        right--; // we need a pair with a smaller sum

      }

    }

  }

  public static void main(String[] args) {

    System.out.println(TripletWithSmallerSum.searchTriplets(new int[] { -1, 0, 2, 3 }, 3));

    System.out.println(TripletWithSmallerSum.searchTriplets(new int[] { -1, 4, 2, 1, 3 }, 5));

  }

}

Another simpler approach could be to check every triplet of the array with three nested loops and create a list of triplets that meet the required condition.

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#time-complexity-2)

Sorting the array will take O(N \* logN). The searchPair(), in this case, will take O(N^2); the main while loop will run in O(N) but the nested for loop can also take O(N) - this will happen when the target sum is bigger than every triplet in the array.

So, overall searchTriplets() will take O(N \* logN + N^3), which is asymptotically equivalent to O(N^3).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/mElknO5OKBO#space-complexity-2)

Ignoring the space required for the output array, the space complexity of the above algorithm will be O(N) which is required for sorting.

# Subarrays with Product Less than a Target

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMV1GV1yPYz#problem-statement)

Given an array with positive numbers and a target number, find all of its contiguous subarrays whose **product is less than the target number**.

**Example 1:**

Input: [2, 5, 3, 10], target=30   
Output: [2], [5], [2, 5], [3], [5, 3], [10]  
Explanation: There are six contiguous subarrays whose product is less than the target.

**Example 2:**

Input: [8, 2, 6, 5], target=50   
Output: [8], [2], [8, 2], [6], [2, 6], [5], [6, 5]   
Explanation: There are seven contiguous subarrays whose product is less than the target.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMV1GV1yPYz#solution)

This problem follows the **Sliding Window** and the **Two Pointers** pattern and shares similarities with Triplet with smaller sum with two differences:

1. In this problem, the input array is not sorted.
2. Instead of finding triplets with sum less than a target, we need to find all subarrays having a product less than the target.

The implementation will be quite similar to Triplets with smaller sum.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMV1GV1yPYz#code)

import java.util.\*;

class SubarrayProductLessThanK {

  public static List<List<Integer>> findSubarrays(int[] arr, int target) {

    List<List<Integer>> result = new ArrayList<>();

    int product = 1, left = 0;

    for (int right = 0; right < arr.length; right++) {

      product \*= arr[right];

      while (product >= target && left < arr.length)

        product /= arr[left++];

      // since the product of all numbers from left to right is less than the target therefore,

      // all subarrays from left to right will have a product less than the target too; to avoid

      // duplicates, we will start with a subarray containing only arr[right] and then extend it

      List<Integer> tempList = new LinkedList<>();

      for (int i = right; i >= left; i--) {

        tempList.add(0, arr[i]);

        result.add(new ArrayList<>(tempList));

      }

    }

    return result;

  }

  public static void main(String[] args) {

    System.out.println(SubarrayProductLessThanK.findSubarrays(new int[] { 2, 5, 3, 10 }, 30));

    System.out.println(SubarrayProductLessThanK.findSubarrays(new int[] { 8, 2, 6, 5 }, 50));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMV1GV1yPYz#time-complexity)

The main for-loop managing the sliding window takes O(N) but creating subarrays can take up to O(N^2) in the worst case. Therefore overall, our algorithm will take O(N^3).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMV1GV1yPYz#space-complexity)

Ignoring the space required for the output list, the algorithm runs in O(N) space which is used for the temp list.

# Dutch National Flag Problem

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMBxV6jz6Q0#problem-statement)

Given an array containing 0s, 1s and 2s, sort the array in-place. You should treat numbers of the array as objects, hence, we can’t count 0s, 1s, and 2s to recreate the array.

The flag of the Netherlands consists of three colors: red, white and blue; and since our input array also consists of three different numbers that is why it is called Dutch national flag problem.

**Example 1:**

Input: [1, 0, 2, 1, 0]  
Output: [0 0 1 1 2]

**Example 2:**

Input: [2, 2, 0, 1, 2, 0]  
Output: [0 0 1 2 2 2 ]

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMBxV6jz6Q0#solution)

The brute force solution will be to use an in-place sorting algorithm like Heapsort which will take O(N\*logN). Can we do better than this? Is it possible to sort the array in one iteration?

We can use a **Two Pointers** approach while iterating through the array. Let’s say the two pointers are called low and high which are pointing to the first and the last element of the array respectively. So while iterating, we will move all 0s before low and all 2s after high so that in the end, all 1s will be between low and high.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMBxV6jz6Q0#code)

class DutchFlag {

  public static void sort(int[] arr) {

    // all elements < low are 0 and all elements > high are 2

    // all elements from >= low < i are 1

    int low = 0, high = arr.length - 1;

    for (int i = 0; i <= high;) {

      if (arr[i] == 0) {

        swap(arr, i, low);

        // increment 'i' and 'low'

        i++;

        low++;

      } else if (arr[i] == 1) {

        i++;

      } else { // the case for arr[i] == 2

        swap(arr, i, high);

        // decrement 'high' only, after the swap the number at index 'i' could be 0, 1 or 2

        high--;

      }

    }

  }

  private static void swap(int[] arr, int i, int j) {

    int temp = arr[i];

    arr[i] = arr[j];

    arr[j] = temp;

  }

  public static void main(String[] args) {

    int[] arr = new int[] { 1, 0, 2, 1, 0 };

    DutchFlag.sort(arr);

    for (int num : arr)

      System.out.print(num + " ");

    System.out.println();

    arr = new int[] { 2, 2, 0, 1, 2, 0 };

    DutchFlag.sort(arr);

    for (int num : arr)

      System.out.print(num + " ");

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMBxV6jz6Q0#time-complexity)

The time complexity of the above algorithm will be O(N) as we are iterating the input array only once.

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/RMBxV6jz6Q0#space-complexity)

The algorithm runs in constant space O(1).

### Quadruple Sum to Target

Problem Statement

Given an array of unsorted numbers and a target number, find all **unique quadruplets** in it, whose **sum is equal to the target number**.

**Example 1:**

Input: [4, 1, 2, -1, 1, -3], target=1  
Output: [-3, -1, 1, 4], [-3, 1, 1, 2]  
Explanation: Both the quadruplets add up to the target.

**Example 2:**

Input: [2, 0, -1, 1, -2, 2], target=2  
Output: [-2, 0, 2, 2], [-1, 0, 1, 2]  
Explanation: Both the quadruplets add up to the target.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/B6XOq8KlkWo#solution)

This problem follows the **Two Pointers** pattern and shares similarities with Triple sum to Zero.

We can follow a similar approach to iterate through the array, taking one number at a time. At every step during the iteration, we will search for the quadruplets similar to Triple sum to Zero whose sum is equal to the given target.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/B6XOq8KlkWo#code)

import java.util.\*;

class QuadrupleSumToTarget {

  public static List<List<Integer>> searchQuadruplets(int[] arr, int target) {

    Arrays.sort(arr);

    List<List<Integer>> quadruplets = new ArrayList<>();

    for (int i = 0; i < arr.length - 3; i++) {

      if (i > 0 && arr[i] == arr[i - 1]) // skip same element to avoid duplicate quadruplets

        continue;

      for (int j = i + 1; j < arr.length - 2; j++) {

        if (j > i + 1 && arr[j] == arr[j - 1]) // skip same element to avoid duplicate quadruplets

          continue;

        searchPairs(arr, target, i, j, quadruplets);

      }

    }

    return quadruplets;

  }

  private static void searchPairs(int[] arr, int targetSum, int first, int second, List<List<Integer>> quadruplets) {

    int left = second + 1;

    int right = arr.length - 1;

    while (left < right) {

      int sum = arr[first] + arr[second] + arr[left] + arr[right];

      if (sum == targetSum) { // found the quadruplet

        quadruplets.add(Arrays.asList(arr[first], arr[second], arr[left], arr[right]));

        left++;

        right--;

        while (left < right && arr[left] == arr[left - 1])

          left++; // skip same element to avoid duplicate quadruplets

        while (left < right && arr[right] == arr[right + 1])

          right--; // skip same element to avoid duplicate quadruplets

      } else if (sum < targetSum)

        left++; // we need a pair with a bigger sum

      else

        right--; // we need a pair with a smaller sum

    }

  }

  public static void main(String[] args) {

    System.out.println(QuadrupleSumToTarget.searchQuadruplets(new int[] { 4, 1, 2, -1, 1, -3 }, 1));

    System.out.println(QuadrupleSumToTarget.searchQuadruplets(new int[] { 2, 0, -1, 1, -2, 2 }, 2));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/B6XOq8KlkWo#time-complexity)

Sorting the array will take O(N\*logN). Overall searchQuadruplets() will take O(N \* logN + N^3), which is asymptotically equivalent to O(N^3).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/B6XOq8KlkWo#space-complexity)

The space complexity of the above algorithm will be O(N) which is required for sorting.

### **Comparing Strings containing Backspaces**

Problem Statement

Given two strings containing backspaces (identified by the character ‘#’), check if the two strings are equal.

**Example 1:**

Input: str1="xy#z", str2="xzz#"  
Output: true  
Explanation: After applying backspaces the strings become "xz" and "xz" respectively.

**Example 2:**

Input: str1="xy#z", str2="xyz#"  
Output: false  
Explanation: After applying backspaces the strings become "xz" and "xy" respectively.

**Example 3:**

Input: str1="xp#", str2="xyz##"  
Output: true  
Explanation: After applying backspaces the strings become "x" and "x" respectively.  
In "xyz##", the first '#' removes the character 'z' and the second '#' removes the character 'y'.

**Example 4:**

Input: str1="xywrrmp", str2="xywrrmu#p"  
Output: true  
Explanation: After applying backspaces the strings become "xywrrmp" and "xywrrmp" respectively.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xVKE8MJDlzq#solution)

To compare the given strings, first, we need to apply the backspaces. An efficient way to do this would be from the end of both the strings. We can have separate pointers, pointing to the last element of the given strings. We can start comparing the characters pointed out by both the pointers to see if the strings are equal. If, at any stage, the character pointed out by any of the pointers is a backspace (’#’), we will skip and apply the backspace until we have a valid character available for comparison.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xVKE8MJDlzq#code)

class BackspaceCompare {

  public static boolean compare(String str1, String str2) {

    // use two pointer approach to compare the strings

    int index1 = str1.length() - 1, index2 = str2.length() - 1;

    while (index1 >= 0 || index2 >= 0) {

      int i1 = getNextValidCharIndex(str1, index1);

      int i2 = getNextValidCharIndex(str2, index2);

      if (i1 < 0 && i2 < 0) // reached the end of both the strings

        return true;

      if (i1 < 0 || i2 < 0) // reached the end of one of the strings

        return false;

      if (str1.charAt(i1) != str2.charAt(i2)) // check if the characters are equal

        return false;

      index1 = i1 - 1;

      index2 = i2 - 1;

    }

    return true;

  }

  private static int getNextValidCharIndex(String str, int index) {

    int backspaceCount = 0;

    while (index >= 0) {

      if (str.charAt(index) == '#') // found a backspace character

        backspaceCount++;

      else if (backspaceCount > 0) // a non-backspace character

        backspaceCount--;

      else

        break;

      index--; // skip a backspace or a valid character

    }

    return index;

  }

  public static void main(String[] args) {

    System.out.println(BackspaceCompare.compare("xy#z", "xzz#"));

    System.out.println(BackspaceCompare.compare("xy#z", "xyz#"));

    System.out.println(BackspaceCompare.compare("xp#", "xyz##"));

    System.out.println(BackspaceCompare.compare("xywrrmp", "xywrrmu#p"));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xVKE8MJDlzq#time-complexity)

The time complexity of the above algorithm will be O(M+N) where ‘M’ and ‘N’ are the lengths of the two input strings respectively.

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/xVKE8MJDlzq#space-complexity)

The algorithm runs in constant space O(1).

### Minimum Window Sort

Problem Statement

Given an array, find the length of the smallest subarray in it which when sorted will sort the whole array.

**Example 1:**

Input: [1, 2, 5, 3, 7, 10, 9, 12]  
Output: 5  
Explanation: We need to sort only the subarray [5, 3, 7, 10, 9] to make the whole array sorted

**Example 2:**

Input: [1, 3, 2, 0, -1, 7, 10]  
Output: 5  
Explanation: We need to sort only the subarray [1, 3, 2, 0, -1] to make the whole array sorted

**Example 3:**

Input: [1, 2, 3]  
Output: 0  
Explanation: The array is already sorted

**Example 4:**

Input: [3, 2, 1]  
Output: 3  
Explanation: The whole array needs to be sorted.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxL951y9xj3#solution)

As we know, once an array is sorted (in ascending order), the smallest number is at the beginning and the largest number is at the end of the array. So if we start from the beginning of the array to find the first element which is out of sorting order i.e., which is smaller than its previous element, and similarly from the end of array to find the first element which is bigger than its previous element, will sorting the subarray between these two numbers result in the whole array being sorted?

Let’s try to understand this with Example-2 mentioned above. In the following array, what are the first numbers out of sorting order from the beginning and the end of the array:

    [1, 3, 2, 0, -1, 7, 10]

1. Starting from the beginning of the array the first number out of the sorting order is ‘2’ as it is smaller than its previous element which is ‘3’.
2. Starting from the end of the array the first number out of the sorting order is ‘0’ as it is bigger than its previous element which is ‘-1’

As you can see, sorting the numbers between ‘3’ and ‘-1’ will not sort the whole array. To see this, the following will be our original array after the sorted subarray:

    [1, -1, 0, 2, 3, 7, 10]

The problem here is that the smallest number of our subarray is ‘-1’ which dictates that we need to include more numbers from the beginning of the array to make the whole array sorted. We will have a similar problem if the maximum of the subarray is bigger than some elements at the end of the array. To sort the whole array we need to include all such elements that are smaller than the biggest element of the subarray. So our final algorithm will look like:

1. From the beginning and end of the array, find the first elements that are out of the sorting order. The two elements will be our candidate subarray.
2. Find the maximum and minimum of this subarray.
3. Extend the subarray from beginning to include any number which is bigger than the minimum of the subarray.
4. Similarly, extend the subarray from the end to include any number which is smaller than the maximum of the subarray.

#### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxL951y9xj3#code)

class ShortestWindowSort {

  public static int sort(int[] arr) {

    int low = 0, high = arr.length - 1;

    // find the first number out of sorting order from the beginning

    while (low < arr.length - 1 && arr[low] <= arr[low + 1])

      low++;

    if (low == arr.length - 1) // if the array is sorted

      return 0;

    // find the first number out of sorting order from the end

    while (high > 0 && arr[high] >= arr[high - 1])

      high--;

    // find the maximum and minimum of the subarray

    int subarrayMax = Integer.MIN\_VALUE, subarrayMin = Integer.MAX\_VALUE;

    for (int k = low; k <= high; k++) {

      subarrayMax = Math.max(subarrayMax, arr[k]);

      subarrayMin = Math.min(subarrayMin, arr[k]);

    }

    // extend the subarray to include any number which is bigger than the minimum of the subarray

    while (low > 0 && arr[low - 1] > subarrayMin)

      low--;

    // extend the subarray to include any number which is smaller than the maximum of the subarray

    while (high < arr.length - 1 && arr[high + 1] < subarrayMax)

      high++;

    return high - low + 1;

  }

  public static void main(String[] args) {

    System.out.println(ShortestWindowSort.sort(new int[] { 1, 2, 5, 3, 7, 10, 9, 12 }));

    System.out.println(ShortestWindowSort.sort(new int[] { 1, 3, 2, 0, -1, 7, 10 }));

    System.out.println(ShortestWindowSort.sort(new int[] { 1, 2, 3 }));

    System.out.println(ShortestWindowSort.sort(new int[] { 3, 2, 1 }));

  }

}

#### Time complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxL951y9xj3#time-complexity)

The time complexity of the above algorithm will be O(N).

#### Space complexity [**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxL951y9xj3#space-complexity)

The algorithm runs in constant space O(1).